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Dissertation directed by Professor Valerie Otero 

 

Abstract 

The world, and especially our own country, is in dire need of a larger and more diverse population of 

computer scientists. While many organizations have approached this problem of too few computer 

scientists in various ways, a promising, and I believe necessary, path is to expose elementary students to 

authentic practices of the discipline. Through a design research study I worked toward developing an 

effective method to engage elementary students (grades 3-5) in computer science (CS) through video 

game creation at an after school program called El Pueblo Mágico. To carry out this goal I implemented, 

and refined, two scaffolding tools over two iterations of the study to help students design and create 

their own games. These scaffolding tools were meant to support students in organizing and refining 

their own game ideas, while also assisting them in accessing the CS principles of design and algorithms. 

The students were to then use their designs to create their games using an agent-based programming 

environment. In the first iteration of the study I asked students to design their games using a pencil-and-

paper planning document and then create the games using the AgentSheets programming environment. 

I found that the pencil-and-paper version of the scaffolding tool was too open for students and they 

never finished their designs or accessed information that would have helped them make their games. As 

a result, the students in the first study needed considerable help creating their games from me. In the 

second iteration of the study I asked students to use a new web-based scaffolding tool that I developed, 

called AgentDesign, to do design and then create their games using AgentCubes Online. The 

AgentDesign planning tool was successful in guiding most of the students through the process of design, 
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and these students not only completed the design process but also accessed much of the information 

that would help them to make their games. However, these students also did not completely create 

their games, despite completing the design process and having most of the information they would need 

at their fingertips. 
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Introduction 

The purpose of this design research study was to develop an effective method to engage 

elementary students in computer science (CS) through video game creation. This was done through an 

activity where students designed, created, and tested games based on their own experiences and ideas 

in an after school setting. 

The project this study is based on was an activity at El Pueblo Mágico (EPM), a 5th Dimension 

after school site, and was an effort to incorporate CS into elementary grade-level activities. The activity, 

called the “Make Your Own Game” activity, was introduced by having students create video games. 

Initially this was done through students following a tutorial to create the game Frogger, but was 

transitioned to students designing and creating their own games. The games were initially created at 

EPM through the use of a planning document created by Middle School teachers, that were part of the 

general Scalable Game Design projecti, and modified by me, the researcher. My goal for the activity was 

to help the students to be successful in creating a game they designed while being introduced to the CS 

discipline. 

This dissertation is divided into two parts. Part one presents the results of a pilot study, of which 

I was trying to understand what elementary students were capable of when creating video games. The 

research questions I proposed for the pilot study were: 

1. What are the students’ behaviors when trying to create video games using an agent-based 

programming environment? 

2. How do the students’ behaviors align with the intended “Make Your Own Game” activity 

process? 

The findings from the pilot study were that the activity, particularly the document that 

scaffolded the students’ designing of games, did not work as intended. This breakdown resulted in a 
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new intervention for the activity where the document scaffolding design was transitioned to a web 

application.  

In the following sections, I provide a literature review that elaborates on the terms CS, design, 

algorithms, and programming languages; provides an overview of CS Education; explains why I chose to 

focus on elementary grade-level students for this study; and a discussion of relevant learning theory. I 

then present the results of the pilot study (study 1) and follow-up study (study 2) using the intervention 

of a computer-assisted planning tool called AgentDesign that I created. 
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Literature Review 

Goals of Computer Science 
CS is a discipline that uses computational theories and tools to solve problems. One disciplinary 

practice that computer scientists employ is to create software to address problems. The creation aspect 

of problem solving in CS requires the use of design, which is a thoughtful way of approaching the 

creating, testing, and releasing of software. Tools that computer scientists use to design and then create 

software are programming languages and algorithms (Figure 1). 

 
Figure 1. Nature of the computer science discipline 

Programming languages and algorithms used together allow for very complex software to be 

made. But simply knowing many languages and their rules, or memorizing algorithms, is not enough to 

participate in CS disciplinary practices. Choices must be made by a computer scientist about what 

language to use and how the program can be structured using algorithms to create an acceptable 

solution. These choices are design choices. 

Design 
Design is a process through which things (software, buildings, cars, etc.) are created. The 

process of design initially starts with an analysis of the problem that the design is trying to address. Prior 

knowledge and experience are leveraged in an analysis of the problem. This analysis can reduce the 

design to smaller, and easier to handle, tasks. The choices made during the identification of smaller 

tasks require an understanding of how the smaller tasks can be carried out and how they will work 

together in the design as a whole. For the smaller tasks, some will be able to use existing solutions and 

 
Programming 

Languages Algorithms 

Design in CS 
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others will demand that new solutions be developed. The power in being methodical about the design 

process is that existing solutions can be leveraged and needed solutions will not be so complex. 

There are two simple ways to approach design. One is top-down design and the other is bottom-

up design. Top-down design is what most experts use when creating software (Cross, 2004) and is 

represented in Figure 2.  This approach is very methodical and is meant to lead to an optimal solution by 

examining the problem and decomposing it in order to establish the problem’s structure (Ho, 2001) and 

then using that structure to develop solutions. Bottom-up design involves addressing design issues as 

they arise in the process of creating software (Cross, 2004). This approach may lead to a similar product 

being created by the designer, but is also likely to take longer to develop. These two design practices are 

discussed further in the following sections. 
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Figure 2. Top-down design process 

Top-Down Design 
Figure 2 represents a top-down design process. When a computer scientist is using a top-down 

design process she is trying to find an optimal solution for the problem through problem scoping and 

information gathering before she attempts to create it in a programming environment. This type of 

approach is most closely associated with how experts solve problems (Atman et al., 2007; Cross, 2004). 

The advantage of the top-down approach is that a computer scientist will have a good idea of what 

needs to be done to solve the problem so she can be efficient during the creation process. Top-down 

design also provides the best opportunity for the final program to be efficient in the way it runs. The 

Analyze Task 
Understand what needs to be carried out to complete the 
task. 

Identify Components of Solution 
Using prior experience and knowledge, split what needs to be 
done into tasks that are easier to do and design for. 

Address Fit of Components 
Ensure that the smaller tasks will accomplish the goal when 
working together. 

Design Identified Component Solutions 
Plan out ways to accomplish the smaller tasks. 

Known Solutions 
Small design tasks may be solved using known solutions, such 
as algorithms. 

Develop New Solutions 
Small design tasks may require the designer to be creative 
and develop solutions on her/his own. 
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disadvantage of this process is that the computer scientist will need to rely on prior knowledge to guide 

the design, and if her prior knowledge is limited in this area she will need to be provided support 

materials that can disaggregate her ideas into smaller and approachable tasks. The following is a 

narrative for how this process may play out for a student creating a game of her own design using a top-

down approach for an agent-based programming environment. 

TOP-DOWN NARRATIVE: 

 

 

 

Analyzing the 
Task 

Sally wants to make a game in which her dog has to find its way home after following her 
to school. She wants to be able to control her dog and it will have to go through a maze of 
streets while avoiding cars and the dog catcher to get home. To begin she draws a picture 
of what she wants her game to look like. 

Sally analyzes the task by taking her idea and drawing it out. 

Identifying 
Components of 

the Solution 

From that picture she then identifies what objects she will need to have visual 
representations for in her game. She writes the objects down as a list on a separate paper. 
These include the dog, streets, school, home, houses, cars, and the dog catcher. 

Sally identifies the dog, streets, home, houses, cars, and dog catcher 
as components of her game. 

Design 
Identified 

Components 
& 

Addressing the 
Fit of the 

Components 
 

 (Cyclical) 

For each of the objects on her list she draws out what they should look like. She also 
describes what each object should do and when they should do it. For example, she wants 
the dog to be able to move around on the street, but not on the houses, just like in a maze. 
She also wants the dog to only move when she presses specific arrow keys, such as the up 
arrow makes him move up if there isn’t a house blocking him. As she writes out her 
descriptions, she realizes that the streets and houses will not be needed to do anything; 
they are just static images that the dog decides whether or not it can move on. The cars will 
move around randomly on the street and if they happen to move right next to the dog, the 
dog gets hit and the game is over. She considers whether the dog or the car programming 
should detect if the game is over and settles on the idea that the dog should detect if it got 
hit by the car. So she then adds that to the area describing what the dog will do. The dog 
catcher will need to chase the dog through the streets, but it cannot move through any car 
that may be blocking its path or on the houses. If the dog catcher gets next to the dog the 
game is over. Again, she chooses that the dog should detect if the dog catcher is next to it 
and adds that information to the dog’s description. The only way to win the game is for the 
dog to reach home without getting hit by a car or caught by the dog catcher. She also 
elects to make the dog figure out if it has made it home. 

For each previously identified component of her game, Sally decides 
what each component should do and ensures that it fits the overall 
game idea. 
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Bottom-Up Design 
In opposition to using top-down design is the bottom-up approach, and is generally associated 

with novices of design (Cross, 2004). A bottom-up design process involves a computer scientist 

immediately starting to build a solution in a programming environment and addressing design needs as 

they come up (Rist, 1991). This allows for the computer scientist to experiment with the programming 

environment and her ideas to create a solution for a piece of software. Relating the bottom-up design 

process to Figure 2, a computer scientist will start by addressing the smaller tasks and then move up the 

chain as needed. 

If Sally had chosen this approach in creating her game she may have made different choices and 

her game would have turned out differently. While this is not necessarily a negative situation, as long as 

the game works the way she wants, the bottom-up approach is likely to take her longer to create a 

working game. The following is a narrative of the process Sally may have used to create a game of her 

own design using a bottom-up approach for an agent-based programming environment. 

Using Known 
Solutions 

Next, Sally figures out if she knows any algorithms that will help her program the behavior 
she had described earlier for each component. She knows how to detect if two things are 
next to one another, so she can write the code for winning and losing. She also knows how 
to program movement using the arrow keys and how to make the object only move on 
certain types of ground. For her game she wants the dog to only move onto places that are 
the street, and not the houses. 

Using an algorithm for collision detection that Sally already knows, 
she can write the code for the winning/losing situations. She also 
knows how to use key input to control the dog’s movement. 

Identifying 
Where New 

Solutions Will 
Need to be 
Developed 

The two things she does not know how to program for her game are making the cars move 
randomly on the street and making the dog catcher chase down the dog. She decides to 
figure out how to do this when she gets to the point of programming the cars and dog 
catcher. With these two exceptions, she starts creating her game in the programming 
environment using everything she has planned out so far. 

Sally does not know how to make things move around randomly or 
chase, she will have to figure these out when she is that that point in 
the programming. 
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BOTTOM-UP NARRATIVE: 

 

  

  

 

 

 

 

 

Analyzing the 
Task 

Sally wants to make a game in which her dog has to find its way home after following her 
to school. She wants to be able to control her dog and it will have to go through a maze of 
streets while avoiding cars and the dog catcher to get home. 

Sally wants to make a game, so she takes a minute to think about 
what she wants in the game. 

Identifying 
Components 

To begin she opens up her programming environment and starts making the dog, which is 
her main character. She draws a representation of it first. 

She identifies the dog as a component she will need. 

Using Known 
Solutions 

Then she programs its movement to correspond with the arrow keys. 

Sally knows how to make the dog move using the keys. 

Identifying 
Components 

Next, she makes the world that the dog is going to move around in. So she creates the road 
and draws it in the programming environment. The other basic pieces of her world 
environment are the houses, so she creates the houses and places them in her game playing 
environment. 

Sally identifies the road and houses as necessary pieces. 

Addressing the 
Fit of the 

Components 

At this point the game is starting to look like a game. The game play environment has 
houses, roads, and there is one dog. Sally decides to see how everything looks when she 
moves her dog around and notices that it goes everywhere, including over the houses. 

Sally tests her game to see if it’s working correctly so far. 

Design 
Identified 

Components & 
Using Known 

Solutions 

This is not what she wanted, so she goes back and programs the dog to not be able to move 
on the houses. 

Sally’s game did not work correctly, she has to redesign the dog to 
not walk on the houses and then reprogram it. 

Identifying 
Components & 

Design 
Identified 

Components 

Next, Sally makes her cars. She wants them to move around randomly on the street, but 
doesn’t know how to do that. 

Sally identifies that she needs cars and designs how they will move. 

Developing 
New Solution 

Just to get started, she draws out a representation of her cars and places them in the game 
play environment. Then she starts to create the programming and does testing as she 
goes. At first, she makes the car move right using a 50% probability, and then move left 
anytime it doesn’t move right. It takes her a while, but she eventually figures out how to 
make the car randomly choose a direction to move towards while staying on the road. 

Since Sally doesn’t know how to enact her design of the cars moving 
randomly, she has to develop a new solution. 
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In using a bottom-up design process, Sally needed to program and then test over time. This 

process became very messy, and resulted in Sally commonly needing to go back and reprogram objects 

Addressing the 
Fit of the 

Components 

Now Sally has her dog, houses, roads, and cars. She decides to test out her game so far and 
finds that the cars hitting the dog don’t end the game. She forgot to program that behavior. 

Sally tests if the game is working the way she wants so far. 

Design 
Identified 

Components & 
Using Known 

Solutions 

To make the game end in this case, she programs the dog to end the game when it is next 
to a car. She knows how to do this, so it was an easy issue to fix. 

Sally designs the dog to detect a game ending situation, and since she 
knows how to do collision detection, she programs it. 

Identifying 
Components 

The next piece Sally wants to add is a dog catcher. 

Sally identifies the dog catcher as an object she needs to add. 

Design 
Identified 

Components 

The game needs to end if the dog catcher gets to the dog. She wants the dog catcher to 
track down the dog, so the player has to pick a path that will avoid the dog catcher. 
However, she doesn’t know how to do this. 

Sally decides that the dog catcher should track down the dog. 

Developing 
New Solution 

Tracking is something Sally has seen other people do, so she looks up the programming in 
other games and uses that to figure out how to make that happen in her game. It takes 
some experimenting, but she finally gets it to work. 

Sally has to learn how to make tracking happen in her game, since 
she doesn’t already know how to do the programming. 

Addressing the 
Fit of the 

Components 

Sally tests her game again and finds that when the dog catcher gets to the dog nothing 
happens. 

Sally tests the game now that the dog catcher has been programmed. 

Using Known 
Solutions 

So she programs the dog to end the game when it meets the dog catcher, just like with the 
cars. She then tests it again and it works. 

Sally uses code that she already knows to make the dog to detect 
when the dog catcher is next to it and end the game. 

Identifying 
Components & 

Design 
Identified 

Components 

Finally, Sally is ready to program the winning scenario, which is when the dog gets home.  
She knows how to do this so she programs the dog to check if it has reached the home, 
except she realizes that she forgot to make the home. 

Sally identifies that she needs to make the home and designs that 
the game should end when the dog gets to the home. 

Using Known 
Solutions 

She quickly makes the home, programs the dog, and tests to make sure it’s all working. The 
programming works and the game is complete. 

Sally knows how to program collision detection, so she makes the 
dog end the game if it is at home. 
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after testing. By not being deliberate about what she thought was needed for her game to work, she 

missed things and had to go back and redesign components of her game. While the bottom-up design 

approach allows for experimentation, it also increased the amount of work Sally needed to go through 

as she learned of things she forgot to do. The resulting program from the bottom-up design process is 

harder to decipher and usually patched together rather than being an easily understood organization of 

thoughts and code. 

This section explained two types of design, top-down and bottom-up, and gave examples of how 

each type may be used to create a game. While either type of design practice may lead to the same 

result, top-down design encourages a more thoughtful process and is likely to lead to a successful and 

more enjoyable outcome. The goal of CS is for students to learn to be thoughtful about what they are 

creating, meaning they should practice using top-down design, so that the product is created efficiently 

and is effective. 

Programming Languages 
Within CS, programming languages provide a means through which a solution to a problem can 

be expressed. They are the mediators for communicating with a computer to make it do what the 

computer scientist wants.  

Programming languages provide both constraints and affordances for the development of a 

solution to a problem. They are almost always strictly defined, but that strictness provides a structured 

environment within which a computer scientist can work. In any given situation where a problem needs 

to be solved, these constraints and affordances must be accounted for to not only choose a language 

that will allow for a solution to be created, but also one for which the solution will be efficient. 

Algorithms 
Algorithms allow computer scientists to focus on the conceptual solution to a problem instead 

of the implementation of the solution (Solomon, 2007). They also provide efficient and well known 

solutions to certain problems in CS. If a large problem can be analyzed and broken down in a way where 
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there are known solutions to the smaller pieces, then algorithms become a huge help. For example, 

problems that require the use of mathematical formulas, such as numerical integration, can utilize 

known algorithms for those portions of the solution. Computer scientists are able to extend their 

capabilities using algorithms that were developed and tested by others.  

One way to introduce algorithms to novice students is to leverage the algorithmic aspects of 

Computational Thinking Patterns (CTPs) (A. Basawapatna, Koh, Repenning, Webb, & Marshall, 2011). 

CTPs are, “abstract programming patterns that enable agent interactions not only in games but also in 

science simulations,” (p. 245). Another way to conceptualize CTPs is that they are common phenomena 

that occur within games and simulations that are recognizable to users/players. The CTPs used in this 

dissertation are generally limited to spatially oriented environments. An example is the collision CTP, 

which occurs when two agents collide and cause something else to happen within the game or 

simulations. The phenomenon of two agents colliding to cause an effect is very recognizable within 

gaming, and so CTPs become useful because the underlying idea behind each pattern is generally 

understood for any novice programmer. Useful CTPs include, but are not limited to, the list in Table 1, 

which provides a description, visual example, and pseudocode example for each. 

Table 1. Examples of Computational Thinking Patterns 
Description Visual Example Pseudocode Example 
Absorption: 
This pattern can be 
conceptualized as the meeting of 
two agents that results in an 
agent being erased.  
 

1:  

2:  

3:  
 

IF 
the car sees a tunnel to its right 

 
THEN 

the car gets erased 
 

Collision: 
The collision pattern occurs 
when two agents have a specific, 
and close, spatial relationship 
that results in something 
happening in the game. 
 

1:  

2:  

3:  

IF 
the car is on top of the frog 

 
THEN 

the frog dies 
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Generation: 
The generation pattern occurs 
when one agent creates another 
agent while the game is being 
played. 
 

1:  

2:  

3:  

4:  
 

IF 
one second has passed 

 
THEN  
make a new truck to the right of 

the tunnel 
 

Push: 
The push pattern has one agent 
push another agent in a specific 
direction. 

1:  

2:  

3:  

IF  
the pusher wants to move right 

AND 
there is a box to the right 

 
THEN  

the box moves to the right 
AND 

the pusher moves right 
 

Transport: 
The transport pattern occurs 
when one agent carries another 
agent. Transporting also implies 
movement, so the carrying agent 
will both move and carry 
whatever agents are above it in 
the game. 

1:  

2:  

3:  

IF  
the frog is stacked above the log 
 
THEN 

the log moves to the right 
AND 

the frog moves to the right 
 

 
As you may have noticed in Table 1, each CTP has a set of operations to enact it within a 

programming environment. In the examples shown, these operations are specific to the specific agents, 

but they can also be generalized. This algorithmic nature of CTPs, along with the idea that CTPs are 

recognizable phenomena, is what I intend to leverage within this dissertation to help students develop 

an understanding of what algorithms are and how they can be used. 

This section defined and discussed the discipline of CS and its purpose of creating solutions to 

problems using computing. The three major principles that students of CS need to learn are (1) design 

practices, (2) programming languages, and (3) algorithms. For each of the principles, the learners will 

need to be supported in a way that their current developmental skills can be extended to a maximum 

level. Vygotsky (1978) calls the difference between what a student can do on her own and what she can 
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do with help the zone of proximal development (ZPD). Using a scaffolded tool to help the students do 

design beyond telling a story can address the design principle. Requiring game creation through the use 

of an accessible agent-based programming environment that makes writing instructions easy can 

address the programming languages principle. By framing algorithms as CTPs, which will be 

phenomenon recognizable to novices, the algorithms principle can be addressed and learned. However, 

given that most novices will have had prior experience with telling stories and following/giving 

instructions, but not necessarily with the idea that common phenomena in programs can be considered 

algorithms, helping students learn the algorithms principle will likely be the most difficult.  

The Broken Pipeline of CS Education 
CS education has fallen short of recruiting and retaining students into the field, and in the case 

of non-white, non-male groups it has essentially failed. Women are grossly underrepresented in the 

discipline (Frenkel, 1990; Montanelli Jr & Mamrak, 1976; Pearl et al., 1990; Todd, Mardis, & Wyatt, 

2005), as are minorities (Aspray & Bernat, 2000; Stockard, Klassen, & Akbari, 2004), and this 

underrepresentation occurs from K-12 to working professionals (ACM Education Policy Committee, 

2014; Frenkel, 1990). Within CS education, this phenomenon is often called the broken pipeline and it 

occurs from people either having a lack of access to CS or choosing to stop studying CS when they do 

have access. 

Many projects and studies over the years have elected to address the problem of people from 

underrepresented groups choosing to leave CS. Much of this work has been done at the post-secondary 

level and is not simply a matter of encouraging interest. Many women tend to leave the CS pipeline due 

to an environment that is not only unwelcoming to them, but can also be considered hostile (Teague, 

2002). While many women have a high interest in working as professionals in CS, the male dominated 

culture can easily push them away (Binkerd & Moore, 2002). Binkerd & Moore (2002) suggest that to 

address the problem of pushing students out, universities and faculty must become aware of and 

remedy the ways in which they interact with students, especially women. 
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Another way that educators and researchers have worked to fix the CS pipeline problem is to 

provide better access to groups that are not typically exposed to CS at the K-12 level. Many of these 

access points are in the form of after school programs for students and schools that do not offer a CS 

curriculum. These after school programs seek to expose students to CS in a way where they feel 

successful and see a CS profession as a legitimate possibility for their future (Denner, Werner, & Ortiz, 

2012; Sivilotti & Laugel, 2008). A limitation of the after school approach is that it targets a small portion 

of the underrepresented groups, and the students that do participate typically self-select into the 

programs. Ideally, all students would be given an opportunity to learn about CS in their K-12 classrooms 

and know what their options are when it comes time to choose a career. 

A recent development in CS education has been the creation and implementation of the AP 

Computer Science Principles course. The purpose of this course is to promote, “deep learning of 

computational content, [develop] computational thinking skills, and [engage] students in the creative 

aspects of the field,” (p. 1, College Board, 2014). Unlike the previous AP CS course, the Computer 

Science Principles course is not programming-centric, although it does incorporate programming into 

the students’ activities. Instead, this new course focuses on helping students develop six computational 

thinking practices and learning about seven big conceptual ideas of CS. These computational thinking 

practices and big ideas are intended to provide students with a more authentic disciplinary experience. 

In regards to the six computational thinking practices, students should develop the abilities to: 

 connect computing to everyday life and understanding it’s impact on society, 

 create computational artifacts with a purpose and using proper programming practices, 

 identify and/or using data abstractly for modeling, 

 analyze problems or artifacts to develop or evaluate solutions, 

 communicate problems, solutions, and analysis using appropriate methods for a given 

context, 
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 and effectively collaborate with others to solve computational problems. 

And the seven big conceptual ideas that the course focuses on are that: 

 “Computing is a creative activity,” (p. 6). 

 “Abstraction reduces information and detail to facilitate focus on relevant concepts,” (p. 8). 

 “Data and information facilitate the creation of knowledge,” (p. 13). 

 “Algorithms are used to develop and express solutions to computational problems,” (p. 16). 

 “Programming enables problem solving, human expression, and creation of knowledge,” (p. 

20). 

 “The Internet pervades modern computing,” (p. 25). 

 “Computing has global impact,” (p. 28). 

In comparison to what I am trying to do with elementary students, many of my goals align with this new 

AP course’s goals. However, its drawback is that many students may not have the opportunity to pursue 

taking this course by the time they are in high school, or they may simply not be interested. It is 

imperative that this approach be used with students at an earlier age than high school. 

Some projects and organizations have pursued including CS in the general K-12 curriculum 

earlier than the high school level. The Computer Science Teachers Association (CSTA) released a Model 

Curriculum for K-12 Computer Science (Tucker et al., 2006) which suggested CS topics for students to 

learn as well as provided grade-level breakdowns that culminated in students taking AP CS, a projects 

based course, or receiving industry certification. Three notable projects and organizations have been 

actionable in exposing students to CS before and during high school in regular classrooms.  These 

include ECSITE, Scalable Game Design, and MIT Scratch. I should note that each of these projects and 

organizations approach CS exposure to students in classrooms in very different ways, which are 

described below. 
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The ECSITE project incorporates computing into a broad spectrum of courses, from art to 

biology, by pairing non-CS K-12 teachers with CS graduate students to develop curriculum that meets 

standards but will also benefit from a computing approach. Their findings indicate that by introducing 

computer science into non-CS classrooms both teachers and K-12 students developed higher levels of 

interest in CS disciplinary approaches while learning CS practices (Goldberg, Grunwald, Lewis, Feld, & 

Hug, 2012).   

Scalable Game Design trains middle school teachers to introduce CS into their classrooms 

through creating games, and then simulations, using an agent-based programming environment. The 

project also develops curriculum for the teachers to use and modify within their classrooms. Their 

findings show a high participation rate of girls, due the implementation in everyday classrooms, as well 

as a high rate of enjoyment for both boys and girls; with 85% of the female participants enjoying the 

activity and 78% saying they would take another game making class  (A. R. Basawapatna, Koh, & 

Repenning, 2010; Repenning, Webb, & Ioannidou, 2010).  

Scratch is a free visual programming environment and is easily accessible to novice users 

(Maloney, Resnick, Rusk, Silverman, & Eastmond, 2010; Resnick et al., 2009). It is incredibly popular in K-

12 schools, and to date (June 27, 2015) there have been almost 10 million projects shared through the 

Scratch website. Through its ease of use and accessibility, Scratch has opened the door to CS for many 

students that would have never been given the opportunity otherwise.  

As mentioned earlier, each of these groups have taken different approaches toward including CS 

in K-12 education. However, a common drawback of each group is that their focus has been primarily on 

classrooms at the middle school level or above and they haven’t moved much into the realm of 

elementary CS education. 

In earlier years of CS education research the focus was not only on helping elementary students 

learn about programming structures and practices, but to also understand and facilitate their abilities to 
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design programs (Kafai, 1996; Pea, Kurland, & Hawkins, 1985) and improve their problem solving 

processes using programming (Papert, 1980).  

In his book “Mindstorms,” Papert (1980) describes the LOGO programming environment and 

how it can assist student learning. He emphasized the idea of teaching without a curriculum and letting 

students learn a new way of thinking through programming with LOGO. History has proven that this is 

not necessarily the case, as many teachers brought CS into their classrooms at the behest of his writing 

and using LOGO alone did not produce the implied shifts in thinking. However, in his introduction to the 

second edition of “Mindstorms,” Papert does acknowledge that he did not mean to push the idea that 

programming alone could change student thinking, but that using the LOGO programming environment 

could support such a shift in students. Like all new experiences for students, the activities they undergo 

must be supported if any positive change is to be expected, and the shift in thinking was not supported 

in this case from programming alone. 

Kafai (1996) examined elementary students’ design practices while creating games using the 

LogoWriter programming environment. Her research articulates that design manifests for elementary 

students, given the option to create open projects, as a mix of “bricolage” and “planning.” “Bricoleurs,” 

approach problems as time goes on, and they redesign their solutions as they test them (i.e. building 

from the bottom-up). “Planners” approach problems from the top-down, meaning they consider the 

relevant pieces of a problem and then focus on each piece to develop a solution. While a bottom-up 

approach may work for completing certain design tasks, she found that it was not effective for a large 

task. 

Pea et al. (1985) examined elementary students’ planning abilities and the transfer of those 

abilities outside of programming by examining 3rd/4th and 5th/6th grade classrooms over a two year 

period. Similar to the findings of Kafai (1996), Pea et al. (1985) found that the elementary students did 

not focus on planning out their programs. Instead, the students focused on the immediate needs of any 
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task they were trying to accomplish (they used a bottom-up approach). In examining whether or not 

programming improved the students’ general planning abilities compared to students that did not do 

programming, Pea et al. (1985) found no improvement of student planning abilities outside of the 

programming activity after one year of experience. In year two of their study, they used a different 

approach to measure students’ planning abilities outside of programming that was more closely 

associated with the practice of programming. However, their results were the same in that they did not 

find a definitive link between programming and planning abilities of the students they worked with. 

Reflecting on their results, Pea et al. (1985) believed that the teachers they had worked with did not 

explicitly focus on design practices enough. They found that the teachers had only begun to do this 

toward the end of their study.  

Given the outcomes of the early work with elementary students doing CS, it seems apparent a 

new way of thinking is not magically developed, nor are the necessary design practices used by 

computer scientists. For any new student of a discipline, learning needs to be supported. Students are 

able to explore and learn within programming environments, but they need to be guided in ways to 

organize their thinking and ideas to develop those processes. 

Unlike the work done in the 80s and 90s, CS education organizations have all but removed the 

link between programming and problem solving for elementary students. The CSTA Model Curriculum 

(Tucker et al., 2006) suggests that elementary students focus on skills using technology and not 

necessarily on the thinking that is required in CS. Other suggestions include elementary students taking 

up the CS Unpluggedii curriculum (Fletcher & Lu, 2009) in which no computers are used and students 

work on conceptual CS problems (Dwyer, Hill, Carpenter, Harlow, & Franklin, 2014). Despite the current 

popular beliefs around how to expose elementary students to CS, research is being done that pushes 

against the idea that elementary students focus only on technological skills or CS without a computer. 
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These studies, in which elementary students pursued programming tasks through scientific modeling 

contexts or simply learning to program, are discussed below. 

Louca (2005) investigated 5th grade students’ approaches to scientific modeling using two 

different visual programming environments, MicroWorlds Logo and Stagecast Creator. The findings by 

Louca showed that students used different approaches for the two programming environments. 

Students using MicroWorlds LOGO discussed the structure of their programs while planning in relation 

to the programming environment. In contrast, students using Stagecast Creator discussed the scenario 

they were modeling while planning, so their focus was more on the conceptual idea. These two 

approaches are very different and the findings imply that educators need to be aware of the 

implications of choosing one programming environment over another and how that choice will affect 

student behavior. 

Sánchez-Ruíz and Jamba (2008) used a two year study to examine 4th and 5th grade students’ 

understanding of the computer and programming. In the first year of their study, 4th grade year for the 

students, they used 1 hour, weekly sessions to teach about the workings of a computer. The students 

were given presentations and worked through activities that mimicked a computer. In year two of their 

study they followed the students to 5th grade and had the students learn about programming using an 

environment called Squeak. After being provided presentations, the students pursued programming 

tasks that involved drawing out shapes and letters. This involved the students using a “turtle” (cursor 

agent) to draw within a 2D coordinate system. Most of the students were successful in completing the 

activities, but were also found to dislike the “formulas, equations, and weird language,” (p. 29) that 

were necessary to complete the tasks. 

Sengupta and Farris (2012) helped 3rd and 4th grade students learn about kinematics through 

modeling using an agent-based programming environment called ViMAP. They found that the students 
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were not distracted by the aspect of doing programming, and that it considerably helped them to 

understand a difficult concept. 

What is interesting about these three studies is that examining how students used the 

programming environment, or its effect on their learning, was a major focus of the findings. Since there 

are many options for programming environments now, understanding which ones work well for young 

students, and why, is important since the environment appears to influence student behavior (Louca, 

2005). However, programming is only one part of CS. CS education can’t constantly focus on what 

language or environment works well without also looking at the activities and practices that students 

take up. How can students be influenced in their design practices? What approaches help students to 

learn algorithms? Can young students learn to do more than just the technical aspect of CS 

(programming)? CS education needs to shift towards a problem solving approach, rather than a 

knowledge based approach. 

Generally speaking, all 21st century citizens will be confronted with both age old problems and 

new problems that have never been considered. Many solutions to these problems will be developed 

using technology, which makes it imperative that students at all levels learn how to solve problems 

using technology, such as CS, to do so. For students to learn how to develop solutions, they must 

understand how to use design to inform their problem solving process (Fischer & Scharff, 2000; The 

Computer Science Teachers Association, 2012). The Next Generation Science Standards (NGSS, 2013) 

echo this call to action by including Engineering Design as a topic for which elementary students should 

be able to: 

 “3-5-ETS1-1. Define a simple design problem reflecting a need or a want that includes specified 

criteria for success and constraints on materials, time, or cost.  

 3-5-ETS1-2. Generate and compare multiple possible solutions to a problem based on how well 

each is likely to meet the criteria and constraints of the problem.  
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 3-5-ETS1-3. Plan and carry out fair tests in which variables are controlled and failure points are 

considered to identify aspects of a model or prototype that can be improved,” (p. 32). 

These three abilities that elementary students should be able to show are considered 

disciplinary core ideas within NGSS. Within the grade band of 3rd through 5th grade the NGSS (2013) also 

acknowledges that students should be able to enact the science and engineering practices of: 

 “Asking Questions and Defining Problems 

 Planning and Carrying out Investigations 

 Constructing Explanations and Design solutions,” (p. 32). 

Also within the Next Generation Science Standards (2013), there is guidance as to how students 

in 3rd through 5th grade can make connections between disciplines through “cross-cutting concepts,” 

that are present in various fields of science, engineering, and technology. These cross-cutting concepts 

bridge disciplinary boundaries (Committee on Conceptual Framework for the New K-12 Science 

Education Standards & National Research Council, 2011) and the cross-cutting concepts that apply to 

the work presented here are: 

 Patterns: Students recognize and learn to use common phenomena that occur in games and 

simulations in the form of algorithms (specifically CTPs). 

 Cause and Effect: Students use design to create programs that have a desired effect or outcome. 

 Scale: Students use measurements and scalable values within programs to determine 

functionality or program state. 

 Systems and System Models: Within object-oriented programming languages and agent-based 

languages, programs function as a system of components that form a whole. Additionally, 

games and simulations function as a model of an observed or imagined system. 
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 Structure and Function: Programming environments have a rigid structure from which 

functionality can be built. Students must understand the structure of a programming 

environment to design for and enact desired functionality within that environment. 

One way that CS education has recently approached design is through the notion of 

computational thinking, which can be defined as using a certain form of logical thinking to solve 

problems (Lu & Fletcher, 2009; Wing, 2006, 2008). An operational definition of computational thinking 

developed by the ISTE and CSTA (2011) states that it, “is a problem-solving process that includes (but is 

not limited to) the following characteristics: 

 Formulating problems in a way that enables us to use a computer and other tools to help solve 

them 

 Logically organizing and analyzing data  

 Representing data through abstractions such as models and simulations  

 Automating solutions through algorithmic thinking (a series of ordered steps) 

 Identifying, analyzing, and implementing possible solutions with the goal of achieving the most 

efficient and effective combination of steps and resources 

 Generalizing and transferring this problem solving process to a wide variety of problems.” 

Computational thinking has become the focus of CS education. If students are to take up this 

way of approaching problems it is imperative that they learn not only about programming languages, 

but also the algorithms that can make programming languages powerful. Without understanding both 

programming languages and algorithms, it would not be feasible for students to truly think 

computationally as it is defined above. 

In regards to design, two studies have pursued understanding how young students can do 

design in a CS context. One approach is for students to pursue design as a form of storytelling (Kelleher 

& Pausch, 2006), and another is for students to be methodical and supported in a more traditional 
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practice of top-down design (Robertson & Nicholson, 2007). Both of the studies discussed below focus 

on young students, some of which were young enough to be in elementary school, but they were not 

limited to only the elementary grade levels. 

Kelleher & Pausch (2006) were interested in finding a method to attract more women to CS. 

They focused on girls that were 10-16 years old and asked them to create an animated movie for the 

study. Using a modified version of the Alice programing environment, called Story Alice, their activity 

presented, “programming as a means to the end of storytelling.”  Although their research was primarily 

focused on motivating girls to find programming interesting through storytelling, they also offer 

important insights on how students can be guided to do design. In the study, the girls used a scaffolded 

design process by refining storyboards to develop their ideas. The researchers initially found that the 

girls’ first story boards were too high-level to create appropriate programming code, and had to urge the 

girls to be as detailed as possible in their descriptions. Another finding about the storyboarding process 

was that if the girls had access to the programming environment before they had finished developing 

their story, the girls would change their story based on a perception of what they thought would be 

difficult to program. Given that the primary focus of the research was motivating the girls, restricting 

access to the programming environment in order to build excitement about the end product makes 

sense. However, it is also interesting to note that when the girls were aware of the programming 

environment, they used that information to inform their story (design). 

Robertson & Nicholson (2007) focused on young students’, ages 10 to 16, creative practices 

while they designed and made 3D games in both an informal and classroom context. Their main 

objective was to understand the process students go through to create games and then develop a 

scaffolded, interactive software tool to assist future students in designing and making games. The data 

collected included student games, design plans, and interviews discussing what the students 

accomplished each day of the activity. To guide the activity, the researchers theorized that the creative 



www.manaraa.com

24 
 

process consists of six stages: exploration, idea generation, game design, game implementation, game 

testing, and evaluation. Their findings show that students in both contexts enjoyed the activity and 

worked very hard to complete their games. However, the classroom context, classroom and informal, 

did not allow for an adequate amount of exploration for the students, resulting in students having a 

limited understanding of the programming environment. Alternatively, the classroom context was 

beneficial to the students because it was favorably structured for sharing ideas and letting students 

learn from one another. Another finding was that students developed game ideas from three general 

areas: other creative products, social influences, and exploration of the game toolkit. So it is apparent 

that exploration, along with students’ prior experiences, are important aspects of the researchers’ 

theorized creativity process. When examining students’ generation of ideas, they found that students 

had difficulty organizing and refining what they wanted to make. Game ideas also evolved or were 

discarded as the students worked with the programming environment, or because they simply forgot 

about them. Using the results of the research, Robertson & Nicholson outline their intended initial 

design of the scaffolded software they were developing. Since exploration played a prominent role in 

students’ generating ideas and understanding the programming environment, a workspace must be 

available for students to play around with small aspects of programming. A separate space must also be 

available for students to organize their ideas and to evaluate fit and coherence of multiple ideas. The 

game design and game implementation aspects of the creative process must provide wizards to support 

common and complex tasks. Students were found to have scaled back their designs from initial ideas 

because they weren’t able to find a solution with their limited experience and needed support. The 

design and implementation supports must be able to guide students in a way that they do not become 

frustrated or disappointed with their product. To support the testing phase, students need a list of 

things to check for in their game as well as support to fix buggy aspects of their programing. The final 

aspect of the software is that students need a simple way of accessing and addressing feedback 
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(evaluation in the creative process). Allowing students to interpret and decide what is, or isn’t, 

acceptable feedback will push against the idea that there is a correct way for them to have made a game 

and will give the students independence and final ownership of their product. 

From these two studies there are two important takeaways. One is that knowledge of the 

programming environment can influence design, and the resultant program, in both positive and 

negative ways. If students are aware of how difficult certain functionality may be to program, they will 

not design the game they may really want to make. In contrast, students will use the knowledge that 

they have of the programming environment to inform their design, which is an important CS practice. A 

balance needs to be struck so that students can have grand ideas for their design, but also be supported 

when it comes to turning that design into a working product. The second takeaway is that students need 

to be pushed to think through their designs. Both studies shared that students did not initially develop 

their designs well enough that they could be used to help with the programming phase. Supporting the 

coordination of ideas and refining the design is necessary for novice programmers, and both studies 

indicate that this can be done through a well-designed activity. 

Up to this point in the literature review, I have elaborated on how I define the goals of CS and 

the ways that design, algorithms, and programming languages are used and connected within the 

discipline. I also discussed the literature around the “broken pipeline” of the CS profession by outlining 

the historic and current issues with the overall lack of diversity of CS students and professionals. 

Additionally, I have discussed the work of various groups to improve both the quality and accessibility of 

CS education to K-12 students, and noted that much of this work is being done above the elementary 

grade levels. Finally, I discussed how CS education is beginning to focus on helping students to develop 

design practices, and then relating those practices to programming. In the following section I will discuss 

literature covering student engagement and learning and how it pertains to the two studies presented in 

this dissertation. 
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Engagement & Learning 
 
Engagement and Classroom Context 

Any activity designed to assist students in learning must be both engaging and effective for 

producing desired learning outcomes. This section presents literature discussing student engagement 

and theories of learning. The work of Stipek (1996) and Ames (1992) is used to describe how 

instructional strategies and environmental structures are integrated to influence student motivation and 

engagement. Although this work is often not associated with sociocultural theories of learning, the term 

engagement is used instead of motivation to point to the sociocultural applications of this work. In this 

section, theories of learning are also discussed with special attention to scaffolding, formative 

assessment, Vygotsky’s Theory of Concept Formation, and the Freudenthal Iceberg model. 

Student engagement is influenced by learning contexts that can position students in terms of 

their performance on various tasks versus in terms of their engagement within the task and within the 

classroom community (Dweck, 1986). How the goal of a task is perceived by both the student and the 

teacher can influence student engagement. Goals that encourage students to perform a task for an 

unrelated reward or social status are not as effective for learning as goals that encourage mastery of a 

task (Ames, 1992). Performance goals tend to draw the students’ focus toward the reward or 

completion of the task, which then draws the focus away from what is being learned. Mastery goals 

connect the reward to the learning being done through both implementing and completing the task 

itself. Both Stipek (1996) and Ames (1992) discuss practical strategies for encouraging mastery of tasks 

below. 

Designing an activity in a way that students perceive effort as a legitimate path to success has 

been shown to be very effective (Ames, 1992; Stipek, 1996). Student engagement is tied to a belief that 

success is possible (Stipek, 1996). Stipek (1996) discusses the, “use of rewards,” “the nature of tasks,” 

and the, “criteria for evaluation,” (p. 105) as influential instructional practices of student engagement. 

The relationship of these three practices within a learning context is important for any educator to take 
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into account. She emphasizes that rewards should be used as little as possible and focus on the 

informational, rather than the controlling, purpose of the reward. She also states that students should 

recognize that rewards can be earned through effort towards the mastery of a task and that the 

perceived causality of rewards should be directed away from an external cause. Stipek (1996) says that 

tasks should be moderately difficult (achievable through effort), vary in format and nature, and be 

personally meaningful. It is also important that students be provided choice in their tasks, which allows 

for the development of intrinsic motivation for completing the task and gives the student more 

ownership over the result. The evaluation aspect of instructional practices discussed by Stipek (1996) 

encourages the ability for students to self-evaluate their progress and mastery of tasks, and that the 

focus of evaluation be on mastery and not social comparisons (competition). In Stipek’s (1996) view, 

designing instructional strategies using these suggestions will encourage students to have a, “perception 

of self-determination,” and, “feelings of mastery and competence,” (p. 102). The work discussed in this 

dissertation uses the information provided by Stipek (1996) by building opportunities for success 

through effort, choice in the type of game the students can make, and the ability to self-evaluate their 

progress as they work through the game making activity. 

When students feel that a particular ability or skill is necessary to solve a difficult problem they 

are less likely to try to solve it, especially if they do not feel that they have that skill or ability. Ames 

(1992) calls an effort based evaluation for success a mastery goal orientation, and it is associated with 

motivation. She focuses on the use of instructional strategies for the task, authority, and evaluation 

aspects of a classroom structure to distinguish between performance and mastery goals. For mastery 

goals, strategies for the task structure should focus on the activity being meaningful and reasonably 

challenging. The task structure should also help students establish goals that are short-term and self-

referenced, as well as support students in developing and using effective learning strategies. The 

structure of authority for the learning environment should allow for students to have decision making 
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abilities, develop responsibility and independence, and develop and use self-managing skills. The 

evaluation aspect of the learning environment should allow for students to self-monitor their 

improvement and mastery in a private manner, provide opportunities for improvement, and perceive 

mistakes as part of the learning process. Through structuring the learning environment and activity in 

this manner students can focus on their own effort and learning, be engaged, and have an ability to 

tolerate failure. The studies presented take into account Ames’ (1992) suggestions for setting up the 

task, authority, and evaluation aspects of the activity. Students are encouraged to develop a mastery 

goal orientation by being provided short-term goals while designing and creating games, having 

ownership over all decisions for the game design, and being able to self-monitor their progress and 

learning while working through the activity. 

High student engagement is necessary due to the self-directed nature of the activities used for 

the studies presented in this dissertation. However, while students are engaged, they must also be 

supported in their learning throughout the activity. This support is accomplished through the use of 

scaffolding. 

Scaffolding 
Employing scaffolding (and associated learning theories) to support student learning and ability 

to accomplish a task is critical in learning environments, especially if it is enacted in a way that students 

can use their own knowledge and skills in a way leading to mastery goals. Vygotsky (1978) refers to the 

Zone of Proximal Development (ZPD) as the “distance” between what a student can do on her own, and 

what she can do with help, and it is a very important concept when discussing scaffolding. If a student is 

supported (by others or by tools) in a way that she is working on tasks that would be difficult for her to 

accomplish on her own, but can still be successful, she will develop skills necessary to do this work on 

her own. Utilizing the theory of the ZPD, instructional scaffolds are put into place for individual students 

in a way that takes into account the individual student’s capabilities and the activity’s short and longer 

term goals. The goal of scaffolding is to help students extend their current capabilities to a point where 



www.manaraa.com

29 
 

the scaffold is not needed. At the point where the scaffolding is no longer needed it is removed, or 

“faded,” as the student learns and gains skills (McNeill, Lizotte, Krajcik, & Marx, 2006). However, 

scaffolding that isn’t removed, and has a constant presence in the learning environment, can also be 

very useful. White et al. (2002) used a constant form of scaffolding to help students learn to process 

information and become metacognitive about their learning and what it means to do inquiry. This non-

faded form of scaffolding was done using computer support, with the goal being to develop a practice 

amongst the students. Using scaffolding in this way, students do not need to interact as often with a 

teacher but are still given the support to be independent, motivated, and successful while working on an 

activity. 

The scaffolding process relies heavily on the knowledge and experiences that students bring to 

the learning environment and builds on these over time. Using student knowledge and experience to 

inform instruction is aligned with the formative assessment model (Black & Wiliam, 2009), which 

promotes the idea that the teacher first assesses where students are coming from in terms of their 

experiences, knowledge, and practices. Then, with expectations of where students should be going to, 

based on activity goals, the teacher determines which activities can help them get there (Figure 3). 

Expectations for the participants in the studies presented here are that the students will have 

experiences playing video games and may have also created a video game before. These students will 

have many experiences on which to draw and will likely want to recreate games they have seen, or 

make innovations to games with which they are familiar. Through the development of a video game, 

together with scaffolding, it is expected that the students using will begin to develop principles that are 

involved with CS, including algorithms (as CTPs) and design. 
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Figure 3. The Formative Assessment Model 

Scaffolding is provided by pencil-and-paper planning documents in study 1 and an online 

planning tool called AgentDesign in study 2. 

Learning Theory 
Vygotsky’s theory of concept formation (Vygotsky, 1986), from which the idea of the ZPD was 

developed, operates under the notion that words, tools, and symbols mediate thinking. How people 

develop a concept is guided by their cultural and historical interactions and activities around that 

concept, and over time that concept is refined as more experiences are gained that influence its 

meaning. Following Vygotsky, Otero & Nathan (2008) distinguish between a person’s experience-based 

concepts (drawn informally from their personal experiences in the world) and academic concepts 

(principles and practices that are a part of a broader community, such as CS or physics).  The learning 

process then consists of scaffolding that facilitates students in the process of abstracting experience-

based concepts from the specific concrete episodes to which they are tied and, at the same time, 

academic concepts (typically introduced through schooling) being introduced and increasingly tied to 

concrete experiences, specifically to elements of experience that are being abstracted from the complex 

experiences of the learner. These processes mediate one another, and are mediated through classroom 

instruction and other forms of scaffolding. Vygotsky’s theory of concept formation makes clear that the 

learning process is not complete until various ideas are formalized and tied to experiences, thus being 

consistent both with, in this case, the computer science community and with the students’ everyday and 

classroom experiences.  
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Nasir, Hand, and Taylor (2008) and others compare “practice-linked mathematical knowledge” 

to “school-linked mathematical knowledge.” They discuss differences in the way people express their 

mathematical knowledge when applied to everyday versus school-based situations. They argue that 

sometimes students’ mathematical performance is stronger when they use unconventional methods to 

solve problems in out of school contexts such as the basketball court. They encourage readers to value 

both types of knowledge but do not discuss the mediating process that schooling can play in mediating 

between everyday and formal knowledge structures. Nasir, Hand, and Taylor’s work reveals the dangers 

of instruction that focuses solely on disciplinary principles and fails to provide scaffolding to make 

constant connections to students’ knowledge and experiences.   

The iceberg model used by the Freudenthal Institute for Science and Mathematics Education 

(Doorman & Gravemeijer, 2009; Webb, Boswinkel, & Dekker, 2008) emphasizes how informal, 

experiential knowledge mediates and is mediated by formal concepts, symbols, and terminology. The 

name, iceberg model, is a metaphor used to present the idea that conceptual development is processed 

through a collection of representations.  The focus of conceptual development is always on the most 

formal representation, meaning the tip of the iceberg. However, all of the informal and pre-formal 

representations of that concept are always under the water, supporting the iceberg’s ability to float. 

When a new context of use for the formal concept is given, those informal and pre-formal 

representations may be called upon again to further refine the formal concept. In the iceberg model, 

students will rely on many pieces of knowledge and experiences in order to develop a formal concept.  

For example, if a student is learning about long division she may begin to understand this concept by 

utilizing what she understands about grouping. A conceptual understanding of long division will not 

occur if the student does not have something real and concrete to relate to in order to abstract general 

rules or principles. Likewise, a student learning about algorithms, such as CTPs, and design will need 

concrete experiences using those algorithms and doing design. Students creating games need to be 
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given access to examples where they can see programming code, its relationship to overarching 

algorithms like CTPs, and the relationship of both to the game being developed. 

Figure 4 combines the ideas of Vygotsky’s theory of concept formation and the iceberg model to 

emphasize the relationship of the experiences and knowledge that a person may have to how they will 

influence that person’s development of a formal concept/context-free principle. 

 
Figure 4. Vygotsky's Theory of Concept Formation and the Iceberg Model 

Figure 4 emphasizes the relationship between experiential knowledge and formalized principles 

according to Vygotsky’s theory of concept formation (1986) and the iceberg model (Webb et al., 2008). 

As a student gains experience, they develop pre-formal ideas about a principle that are bound to that 

context, such as a specific inference from a specific observation in science. As the learner makes many of 

these inferences, she is able to see a pattern or rule that can be developed into or linked to a 

disciplinary principle. As these ideas become reinforced with more experiences, the principle she is 

developing is both changed and strengthened. The formal principle gives the student a new way to 
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interpret experiences and further develop her conceptual understanding of that topic as the experience-

based concepts provide an anchor for principles introduced through teaching. These two processes, 

experiential knowledge developing a formal principle and a formal principle making sense of an 

experience, mediate one another. 

The boxes in Figure 4 relate this theoretical formulation of conceptual development to the 

context and activities of the studies presented in this dissertation. Students will enter the activity with 

experiences playing games, and some may even have made a game in the past. Additionally, they will 

bring knowledge of how formal schooling works, as well as the processes involved in EPM informal 

activities. These experiences will influence their interaction with the scaffolding experiences established 

in the Game activity, the planning document for study 1 and the AgentDesign planning tool for study 2. 

Through the scaffolding experiences, the students will develop pre-formal ideas about game 

descriptions, defining agents, agent interactions, and CTPs. These pre-formal ideas can then be drawn 

upon in their own conceptual development of what CTPs are, what it means to do design, and how 

video games are structured. 

Computer science consists of a set of formal symbols, language, and practices, as noted earlier. 

Thus, according to the learning theories presented here, there is a need for a scaffolding tool to mediate 

between students’ everyday knowledge, their ways of solving problems, their understandings of the 

world around them and the programming language(s) that they are learning in school. CS involves 

designing a solution to a problem, then implementing that solution using a programming environment. 

Pane, Ratanamahatana, & Myers (2001) state that, “[a] large part of the programming task is to take a 

mental plan for solving a problem and transform it into the particular programming language being 

used,” (p. 262). However, they find that the transformation aspect of that process has been shown to be 

particularly challenging for learners of CS. Pane et al. (2001) examined problem solutions written by 

non-programmers, focused on the language and structure of those solutions, and then contrasted the 
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those solutions with the affordances and constraints of popular programming environments. Their goal 

was to provide evidence-based recommendations for developing future programming environments 

that better suit how people naturally design and communicate solutions to problems. In one study, 5th 

graders were asked to use words and pictures to explain how they would instruct a computer to 

accomplish various scenarios in Pacman. In another study, adults and fifth graders were asked to use 

words and pictures to describe how they would access data from a database. In both studies, Pane et al. 

(2001) found that when the participants were asked to develop solutions, they had difficulty being 

specific about their solutions. Both the students and adults were able to develop solutions using natural 

language, but their solutions lacked the specificity to be easily translated into a programming language. 

This is because the solutions that the participants developed did not contain enough detail and also 

because their use of logical operators differed from the standard used in programming languages. This 

gap between initial solution designs using natural language and programming languages is a common 

occurrence for novice CS students, and emphasizes the need for future programming environments to 

help students translate between how they naturally communicate problem solutions and the 

programming languages they are using. The AgentDesign scaffolding tool attempts to mediate this 

transition between students’ natural language and the programming environment in the work 

presented in this dissertation. 

Other studies in CS have shown that CS programming is associated with a particular way of 

thinking and findings suggest that students need specific scaffolding in those ways of thinking. In the 

first publication in a series titled “Commonsense Computing,” Simon, Chen, Lewandowsky, McCartney, 

& Sanders (2006) examined how college students solve problems, prior to learning specific CS practices, 

by studying the ways in which they approached a sorting task. They asked groups of beginning CS 

students (taking a CS1 course) and non-CS students (not taking a CS course) to use everyday language to 

describe how they would arrange 10 numbers in ascending, sorted order. Their work found that 
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approximately two-thirds of the CS students could correctly describe a process to sort the numbers at 

the beginning of the course, while only one-third of the non-CS students could also do so. Other findings 

included that the students commonly thought of numbers as strings, and not as a type of data, meaning 

that their representation of numbers in the problem solving process would not fit the computational 

process that is commonly used to correctly implement a sorting algorithm. Additionally, the authors 

found that the students did not utilize the most efficient methods to move through the data. In the 

study, the students preferred post-test loops to iterate through the set of numbers, as opposed the 

“while” loop that would more likely be used by experienced computer scientists. The most surprising 

finding was that the students taking the CS1 course were less likely to develop a correct algorithm after 

10 weeks of instruction in the course, meaning that the students’ methods for enacting sorting 

regressed after spending time in the educational context that was supposed to help them to be better at 

the task of sorting. This finding encourages CS educators to seriously examine the ways that CS, 

particularly thinking through problem solving, is taught. CS Educators need to take into account what 

students are bringing into the learning environment, and acknowledge that their ways of thinking and 

understanding are likely different than that of the educators. The research presented in this dissertation 

seeks to address this issue by leveraging students’ own language and helping them structure their ideas 

in a way that will lead to connections to higher level CS practices and principles, such as algorithms 

(CTPs). 

Research that discusses students’ types of thinking when working in a computing environment 

has shown that representations of a problem solution can influence the type reasoning that students 

carry out. Parnafes & diSessa (2004) examined how representations available to students influenced the 

students’ types of reasoning. They used an application called NumberSpeed, which allowed students to 

adjust three turtles’ initial speed, velocity, and acceleration along a one-dimensional track and then 

have the turtles “race”. NumberSpeed allowed the students to view each turtle’s position over time as 
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either a number-list or as a visual moving image. The number-list of turtle positions over time and the 

motion of the turtles were the two types of representations provided to the students. The two types of 

reasoning they observed were constraint-based reasoning and model-based reasoning. Constraint-based 

reasoning occurred when the students’ choices for developing a solution were guided by the constraints 

of the problem, and then restricted the student’s thinking to address only the constraints, and not the 

bigger picture, of the problem. The bottom-up design process discussed earlier is similar to constraint-

based reasoning in that students address issues (constraints) as they come. Model-based reasoning 

occurred when the students approached a problem holistically by thinking through the problem solution 

and then adjusting the model if the underlying assumptions did not seem to work. The top-down design 

process is similar to how the authors described model-based reasoning in that both address the problem 

as whole, and encourage the process of thinking through the problem solution. Parnafes & diSessa 

(2004) found that there was a correlation between students’ use of imagery (motion) and enacting 

model-based reasoning, and that when the students’ used the number-list of turtle positions over time 

there was a correlation with enacting constraint-based reasoning. These findings suggest that students 

are able to approach a problem as a whole and are more likely to use model-based reasoning if they are 

able to visualize the problem solution. Alternately, if students are given information that is difficult to 

visualize, such as a list of numbers, they are more likely to address the constraints of a problem one at a 

time, and not consider the best overall solution. This work shows that the types of representations of 

information available to students is important. For this dissertation, both tools used for studies 1 and 2 

are meant to guide students through the process of thinking through their game designs holistically. The 

visual nature of the programming environments, AgentSheets and AgentCubes, will also likely influence 

students to enact a more model-based reasoning approach to developing their own games, while also 

being mediated by the scaffolding tools. 
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The nature of planning out a problem solution is to develop a model that represents what the 

final product will look like and how it will function. The two studies discussed later in this dissertation 

are meant to examine the effectiveness of the two scaffolding tools, the pencil-and-paper planning 

document and the AgentDesign planning tool, and how they assisted students in refining their own 

game ideas so that they could be implemented in an agent-based programming environment. The 

nature of the programming environments, and the activity, are very visual, which will likely encourage a 

more holistic approach to the design process (Parnafes & diSessa, 2004). Additionally, the programming 

environments and scaffolding tools take into account the natural language ways in which the students 

may describe the behavior in their games. Pane et al. (2001) encouraged future programming 

environments to take into account how learners of CS may understand CS syntax given the ways that 

they already know how to organize instructions and information, and the scaffolding tools, particularly 

AgentDesign, are meant to address the development of the connection between natural language and 

CS practices and principles. Finally, students need assistance in developing detailed solutions to 

problems (Simon et al., 2006), and the scaffolding tools directly address this issue. The activities 

discussed in this dissertation are intended to assist students in connecting their own ways of describing 

and representing a game idea to CS practices and principles so that the game can be created in a 

programming environment. Assisting students in developing these connections between informal and 

formal representations is imperative for CS learners and is at the core of designing solutions to CS 

problems. 

Design Research Studies 
As mentioned earlier, this dissertation is a design research study. Design research studies have 

particular characteristics that differentiation them from typical intervention type studies (Brown, 1992; 

Collins, Joseph, & Bielaczyc, 2004). These include an iterative process in which the design of the study is 

evaluated and improved upon for each iteration, meaning the practice of the intervention is improved 

over time. Also, the underlying theory guiding the design is refined over iterations of implementation. 
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Design research studies are also set within learning environments, which can be very complex. 

Researchers must acknowledge and account for the ways in which the environment affects the design 

and enact modifications as needed by gathering a lot of data and being aware of how the data can 

inform future iterations. 

The work presented in this dissertation fits the criteria of a design research study in that it is 

intended to be iterative and inform both the practice and theory of elementary students learning 

computer science disciplinary principles and practices. The data gathered during each iteration informed 

future implementations, and was processed in a way to account for the complexity of the learning 

environment. For this work, the first two iterations of the study are presented. The first iteration of the 

study involved elementary students using a pencil-and-paper planning document to assist them in 

design and creating their own video games. From analysis of the data gathered during the first study, I 

decided to introduce an intervention for the second iteration (study 2) to better assist students in the 

design process. This intervention was for students to use a web-based planning tool called AgentDesign 

instead of the planning document.  
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Study 1 

Before I begin explaining the study, I would like to share how I started working with elementary 

students at the after school site, EPM. My involvement stemmed from a request for the Scalable Game 

Design (SGD) project, which I work for as a graduate researcher, to provide a CS activity and support for 

the students at the site. I agreed to help and initially started attending EPM one or two times a week 

(EPM ran three days a week). The activity that we (SGD) initially decided to use was making a “Frogger” 

game using a tutorial. The tutorial was commonly used by middle school students in a classroom setting 

as part of the SGD project. As I worked with the students to make “Frogger” I became interested in 

understanding how elementary students learn CS. This interest is what led me to develop the activity for 

the pilot study and pursue my dissertation research at EPM. 

The pilot study was an exploratory study to see if the students at the after school site would 

enjoy making games if they were allowed to design the game and be given proper support to turn the 

design into a functional program. The reasoning for having students pursue a game “design-and-create” 

activity stemmed from a previous experience at the after school site. In the semester prior to this study 

being done, the activity given to students had them follow a tutorial to create a game like “Frogger,” and 

while the 4th and 5th grade students could complete the activity, they did not seem to enjoy it. Towards 

the end of that previous semester, two female students approached me about creating their own game, 

so I took some blank sheets of paper and a stapler and made them a small booklet. I then asked the 

students to draw out all of their agents on separate pages and describe what each agent would do. 

These students seemed to enjoy this process and were able to successfully create their own game with 

some help from me. This experience became my inspiration for developing the pencil-and-paper 

planning document, which is described later, to scaffold the design experience for students. 

This study used an activity in which elementary students, working as a group with 

undergraduates, designed a game using a pencil-and-paper planning document and then used their 
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design to assist the group in creating the game using an agent-based programming environment called 

AgentSheets (explained later). Previous work in computer science education has not focused on using 

scaffolds to support elementary students designing and creating games, nor has much research been 

carried out on how well elementary students use agent-based programming environments. With this in 

mind, the research questions the pilot study pursued are: 

1. What are the students’ behaviors when trying to create video games using an agent-based 

programming environment? 

2. How does the students’ behaviors align with the intended “Make Your Own Game” activity 

process? 

Conceptual Framework 
For the pilot study of this dissertation I knew that the activity I would be providing would need 

to not only provide ample support, but also be enjoyable for the students in a way that they would be 

highly engaged. This conceptual framework discusses five conjectures that guided the design of the 

activity. The conjectures are listed below in Table 2 and the conjecture map is shown in Figure 5. 

Table 2. Study 1 Conjectures 
Associated Theory Conjecture Description 

Student Engagement 1: 
Having students design, create, and test their own games in 
groups will engage them in the activity of making a game. 

Scaffolding 2: 
Providing a structure, the planning document, will assist 
students in designing and refining their ideas. 

Scaffolding 3: A completed planning document will assist groups in creating 
their games using AgentSheets. 

Scaffolding 4: 
The groups will not require a lot of support from the researcher 
because of the scaffolding (planning document) used in the 
activity. 

Concept Formation 5: Making games will help students learn CTPs. 

 
As stated earlier, the two students that designed and made their own game together seemed to 

enjoy the activity more than following a tutorial. From this occurrence I latched on to the idea that 
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engagement and ownership would be important elements for helping the students complete a video 

game creation activity and enjoy it. 

I developed the planning document, as a non-faded scaffold, to support the students during the 

design process. Similar to White et al. (2002), I used a constant scaffold in the form of the planning 

document (Figure 6) to guide students through a practice of top-down design, as well as to assist them in 

developing a standard practice of design. Additionally, the scaffold provided prompts for when students 

would need to look up documentation, which is a typical CS practice. With little to no programming 

experience, the students needed the scaffold to guide them through connecting their designs to known 

algorithms (computational thinking patterns) that were described in a separate online resource. The 

expected outcomes were that the groups would complete the design and successfully use that design to 

find programming code, learn about CTPS, and create a game using the AgentSheets programming 

environment. 
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Figure 5: Pilot Study Conjecture Map
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Conjecture 1: Having students design, create, and test their own games in groups will engage them in 

the activity of making a game. 

This pilot study was guided by a desire to engage the students and assist them in being 

successful in creating a video game. Structuring the activity and environment in a way where the 

students could feel like they could create a game through effort (develop a mastery goal orientation) 

and have ownership over the final product was a way to encourage high engagement (Ames, 1992). By 

having the activity use student ideas to design their game, they did not need any special abilities, skills, 

or knowledge to complete the design process. Using their own ideas gave the students authority within 

the activity, which addressed one of Ames’s (1992) three structural components. The students were able 

to develop responsibility and have a level of independence through their decision making power. To 

address the task structure of the activity, the pencil-and-paper planning document (shown in Figure 6) 

was visual, but also provided prompts, so that students could see the progress they were making and 

what they had left to complete. The prompts for the planning document were specific, but gave 

students space to express their ideas through drawing or writing. Additionally, students could track their 

own progress in the programming environment by comparing what they had designed for to what was 

completed. The students were also given control over their own evaluation through the ability to decide 

if the design was what they wanted. During the programming aspect of the activity, the programming 

environment also allowed for students to test their game as they created it without having any high-

stakes failures. Given that students were the evaluators of the design, and the programming 

environment allowed for incremental testing, the students were provided the opportunity to learn to 

tolerate failure. And in the cases where they could not overcome that failure on their own, they always 

had me, the researcher, around for support. 
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Figure 6: Pencil-and-Paper Planning Document 

The embodiment of this conjecture in the activity was primarily facilitated through the 

participant, discursive, and task structures. Students gained ownership through the participant and 

discursive structural components by having the power of choice for the design. The undergraduates 

working within the group were participants as facilitators of the activity. In contrast, the elementary 

students were the members of the group providing the game ideas and were also the decision makers 

for the group. Additionally, through the task structure of having the game shared after it was created 

the students also had a motivation to make something great for their peers. 

Conjecture 2: Providing a structure, the planning document, will assist students in designing and refining 

their ideas. 

As discussed earlier by Robertson & Nicholson (2007) and Kelleher & Pausch (2006), novices 

typically do not have fully developed ideas when they design. However, the students would have initial 
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ideas that they could bring into the activity. Using those ideas as a starting point, the planning document 

provided a scaffold to assist the students in refining their ideas. Students could use the project 

description as a starting point, and the scaffold would help them to identify agents, define individual 

agent behavior, and then identify interactions. The planning document would help the students and 

undergraduates to work within their ZPD (Vygotsky, 1978) to fully design their game. 

The embodiments of this conjecture were through both task and tools & material structural 

components. The tool that supports students is the planning document, and it provides the space and 

prompts for what students needed to complete for the design. And although it is implied, completing 

the planning document was a necessary task for groups. Also, within completing the planning document, 

a necessary and important task was for the groups to use a reference to identify CTPs to access useful 

programming code. 

Conjecture 3: A completed planning document will assist groups in creating their games using 

AgentSheets. 

As discussed in conjecture 2, the planning document was designed to assist the groups in finding 

helpful programming code for behavior that they had designed for. Without this part of the scaffold, the 

students would only have their ideas, written in their own words, to help them create programming 

code. In some instances, the natural language descriptions have been all that was needed to create 

code, but in general this was not the case. The planning document was meant to help the students move 

from natural language descriptions to programming code by identifying behavior and then using an 

online reference to get code. Again, the scaffold extended the students capabilities, but did it in a way 

that the students could make sense of the higher thinking and learn (Vygotsky, 1978). 

The embodiment of conjecture 3 was carried out through the activity task structure and the 

activity tools & materials structure. The groups were tasked with using a reference to find programming 
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code using their design. The AgentSheets programming environment was the tool they used to actually 

do the programming. 

Conjecture 4: The groups will not require a lot of support from the researcher because of the scaffolding 

(planning document) used in the activity. 

The nature of scaffolding is to help learners extend their capabilities (McNeill et al., 2006). The 

planning document was designed in a way that the groups would be able to complete the activity, and 

make a game, as long as they completed the document. Since the planning document would provide any 

necessary information as it was needed, any support from the researcher should have been as minimal 

as possible. 

The embodiment of this conjecture was present in all of the structural components of the 

activity. The students were the primary idea generators and decision makers, and so the researcher 

would not be very useful during the design process outside side of facilitation. The planning document 

also provided all of the necessary prompts and space necessary for the groups to develop a plan. And 

finally, the planning document combined with the programming code reference would have given the 

groups the necessary information to turn their design into a working game. 

Conjecture 5: Making games will help students learn CTPs. 

The final conjecture was that students would learn about CTPs. If a student is operating within 

her ZPD, she is extending what she can do, but she is doing so in a way that she is learning. Scaffolds are 

intended to be removed (McNeill et al., 2006), and although the scaffold used for this activity was not 

intended to be removed, it did not ignore the fact that as the students experience CTPs and relate them 

to their own understanding, they will learn (Vygotsky, 1986). 

The embodiments of conjecture 5 were through the planning document, the AgentSheets 

programming environment, the researcher’s assistance, and the programming code resource. By 

working with all of those materials and resources, the students would be able to build connections 
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between their own ideas and the formal concept of CTPs. Essentially, conjecture 5 is embodied in the 

process of creating a final product for the Game activity, which must use CTPs. 

The activity process that was designed, while informed by my understanding of scaffolding and 

motivation, was primarily influenced by what I knew of computer scientists’ practices. Successful 

computer scientists design their products first, and commonly rely on documentation to help with 

unknown information. For students to learn about these practices, and not just about programming, 

they needed to be given an activity that was motivating and supported them when they needed it. 

The 5th Dimension Activity System 
The setting for this pilot study, an after school program, also had its own theoretical guidance. 

The after school program, called El Pueblo Mágico (EPM), employed a 5th dimension activity system 

(Cole & Engestrom, 2007). The essential aspect of a 5th dimension activity system is that there is a, “joint 

activity between a university and community institution,” (p. 496) as indicated in Figure 7. Most 5th 

dimension sites are located within the local community, and are commonly held during after school 

hours at a K-6 school. At these locations university and elementary students participate in activities 

meant to enhance the children’s intellectual and social development. 5th dimension activity systems 

provide the community institutions with activities that contribute to their students’ learning. The 

university institution benefits by having a location for their students to learn about fieldwork and the 

development of young minds.  

 
Figure 7. 5th Dimension Activity System 

University Local Community 

Common Activity Commmon Activitymon Ac
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In the case of EPM, the joint activity is between university undergraduates taking an education 

psychology course and elementary students in 2nd through 5th grade. At EPM, elementary students and 

undergraduate students worked together in groups to complete various activities offered by the 

program. The available activities were created so that expertise and knowledge could come from any 

source, student or undergraduate, and be utilized by the group to complete the activity. These activities 

were designed for the groups, which ranged in size from 2-6 participants, to involve aspects of creativity 

and play. The program ran for 2 hours, three days a week, throughout a semester with some elementary 

students attending multiple days and undergraduates only attending one day a week.  If an elementary 

student attended multiple days, the activities she pursued changed for each day depending on what her 

group chose for that day.  For example, a student attending on a Monday and a Tuesday would have 

separate projects and groups for each day, so she would only work on a given activity one day a week. 

The available activities included Board Games, Digital Storytelling, World Maker, Make Your Own Game, 

and others. 

The “Make Your Own Game” Activity 
Goal 

The overarching anticipated outcome of the “Make Your Own Game” activity, which will now be 

referred to as the Game activity, was for students to create good games with minimal help from an 

expert. Within this larger goal was for students to also learn about the purpose of design, understand 

computational thinking patterns (algorithms), develop ways of evaluating their work, and align their 

identity with CS. 

In the following sections the AgentSheets agent-based programming environment and activity 

are explained. The ordering is intended to assist you, as the reader, in understanding the language and 

context of the activity in a way that the process and pencil-and-paper planning document make sense. 

AgentSheets Programming Environment Overview 
The AgentSheets programming environment (Figure 8 and Figure 9) is designed to be an 

accessible platform for young students to do programming. The premise of the environment is that 
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there are agents and each agent has its own behavior. Multiple instances of an agent can be placed 

within a game play environment called a worksheet, which will be referred to as the game board from 

this point forward. The game board is shown in Figure 8 and is where the agents’ programmed behavior 

is the only thing that guides what they will do once the program is running. 

 
Figure 8. AgentSheets Game Board 

Figure 9 shows how agents can be created and programmed in AgentSheets. This is done 

through accessing the depiction and behavior editors from the project gallery window in the 

programming environment. Agents can be created and accessed from the Gallery window, shown in 

Figure 9A. The buttons at the bottom of the Gallery access both the behavior and the depiction of the 

selected agent. An agent’s behavior can be edited in the Behavior window, Figure 9B. Behaviors are 

Game Board 
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controlled by methods and rules, where rules are composed of IF-ELSE statements. To create a rule, 

conditions can be added to the IF side of a rule from the Conditions window (Figure 9C) and actions can 

be added to the THEN side of a rule from the Actions window (Figure 9D). To edit an agent’s visual 

representation, called a depiction, the Depiction window is used (Figure 9E). The Depiction window is a 

simple drawing space that can also import images.
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Figure 9. AgentSheets Gallery, Depiction Editor, & Behavior Editor 

The behavior of each agent is controlled by methods and 
rules. The primary method is called “While Running,” and the 
rules within this method are constantly looped through from 
top to bottom while the game is running. Other methods can 
be given names and called on an individual basis.  

Rules are formatted as IF-THEN statements, if the conditions 
inside the IF are true at a given time, the actions in the THEN 
are carried out. When a rule is evaluated as true, all other 
rules below it are skipped until the next time the method is 
run. 

The conditions are drag and drop, 
testable scenarios that will result 
in a true or false being given. 

The actions are drag and drop acts 
that an agent will carry out if the 
rule’s conditions evaluate as true. 

The depiction editor provides a simple drawing 
tool to create a visual representation of an 
agent. How the agent will look on the game 
board is shown in the upper right-hand corner of 
the window. 

The gallery is where agents are 
created. An agent’s default and 
alternate depictions are shown here. 
The depiction and behavior editors 
can be accessed here. 

A B 

C D 
E 
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Game Activity Process 
For the Game activity, groups composed of elementary and undergraduate students were asked 

to pursue a top-down design approach to creating their game. With this approach, students were to 

design the game on a pencil-and-paper planning document before they got on a computer and worked 

with the AgentSheets programming environment.  This approach served three purposes. One purpose 

was to provide a model for, and experience with, planning out a solution to a genuine and meaningful 

computing problem. The second was to ensure that each group understood what they wanted to do 

before working with the programming environment. From that understanding the students would then 

be able to learn how to create AgentSheets code from their own language and thinking. The third 

purpose was to give the groups a sense of ownership and progress over what they were creating, which 

would then lead to a higher level of motivation and interest in the activity. 

The intended process of this activity consists of three parts: (1) design a game using the planning 

document, (2) create the designed game using AgentSheets, and then (3) test out their game with other 

people and possibly make changes. This process is further explained below. 

Designing the Game 
The task of designing a game was facilitated by a planning document. The planning document 

was a pencil-and-paper, structured, non-fading scaffolded guide for each group to analyze their initial 

idea for a game, identify its important components, and then refine those important pieces. This work 

was done primarily on paper using the planning document and included sections to be filled out (Figure 

11-Figure 14). Table 3 gives a general description of how Figure 11 - Figure 14 relate to the necessary 

activities to design a video game. 
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Table 3. Practices for designing a video game using the planning document 
 Design Practices Design Practice Details Figures 

A Project Description 
i. Describing the game idea 

ii. Recording a general statement about the game 
11 

B Agents 

i. Identifying agents 
ii. Describing and recording agent behavior 

iii. Drawing representations of the agents 
iv. Choosing if agents were human, computer, or not 

controlled 

12 

C Game Board i. Drawing a representation of what the game will look like 13 

D Patterns 
i. Identifying interactions between agents 

ii. Associating interactions with computational thinking 
patterns 

14 

 
The planning document (Figure 10) provided space for all of the necessary work of designing a 

game to be done, including drawing and writing. The initial ideas of any game could be described or 

drawn in an open area on the Project Description page (Figure 11). Agents could have their visual 

representations sketched out and their behavior described on the Agents pages (Figure 12). A visual 

representation of the game could be drawn on the Game Board page (Figure 13), which had a grid that 

modeled how AgentSheets organizes agents.  Interactions between agents could be identified, 

described, and associated with computational thinking patterns on the Patterns page (Figure 14). Figure 

11 through Figure 14 in the following sections show the (8.5x11 inch) pages of the planning document 

meant to guide students through the four activities shown in Table 3. Figure 10, below, shows the 

process that a student or group may go through when designing a game using the planning document 

pages. 
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Figure 10. Planning Document Pages and Work Flow 

Project Description Page 
The project description, discussed in Table 3A, provided the initial prompt to describe the game. 

This was essentially a blank page that could be written or drawn on in any way that was needed to 

express the game idea (Figure 11). 

 
Figure 11. Project Description 
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Agents Pages 
Multiple pages of Figure 12 were provided in the planning document for the identification of 

agents, where two agents could be designed on each page. Agents needed to be named, drawn, and 

have their behavior described during the design process. The name of an agent could be written at the 

top of each grey space on the page (Table 3B-i). There were three spaces available for different 

representations of an agent to be drawn, in case the agent would have a different look at different times 

in the game (Table 3B-iii). A free space was provided for describing the behavior in which drawings or 

natural language descriptions could be recorded (Table 3B-ii). Also, three checkboxes were available to 

identify if an agent was “user controlled,” “computer controlled,” or was supposed to be in the 

“background,” (Table 3B-iv). 

 
Figure 12. Agents 

Game Board Page 
Another task that the planning document prompted was for the game play environment to be 

drawn out (Table 3C). AgentSheets has visual representations of agents organized within a grid-based 
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gameplay environment, so a blank table of squares was used here (Figure 13). These blank squares were 

to be filled in using sketches of agents that were already drawn on the Agents page in Figure 12. 

 
Figure 13. Game Board 

Patterns Page 
The final task prompted by the planning process was to develop an association between the 

agent interactions and computational thinking patterns (CTPs) (Table 3D). CTPs are common 

phenomena that happen in spatially oriented games, such as collision or tracking. The planning 

document prompted this task through the page shown in Figure 14. On the Patterns page, three 

columns were available to describe what agents would have an interaction with one another (Table 3D-

i), what the natural language description of that interaction was (Table 3D-i), and the CTP that fit the 

interaction (Table 3D-ii). A list of patterns was available on a websiteiii, which also provided sample code, 

that would assist in the creation process using AgentSheets.  
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Figure 14. Patterns 

Building the Game 
Once the design was finalized, the groups were expected to build the game on the computer 

using the AgentSheets programming environment.  This activity required creating and drawing the 

agents identified in the planning document in AgentSheets and translating the everyday language 

descriptions of behaviors to AgentSheets code. All of the information needed to do this was intended to 

have been worked out in the planning document. Most of the behavior in games occurs where there is 

an interaction between two agents, so examples of needed code would be given when CTPs were 

matched to interactions using the online references. 

Testing 
The final aspect of the Game activity process was to have the game be tested by other people. 

Testing was meant to serve two purposes, one was to see if the game operated the way the group 

wanted it to and the other was to see whether or not it was a good game. This was due to the possibility 

that the choices the group made in creating the game would make it not fun to play. From this point, 

any changes that needed to be made based off of feedback could be carried out. 
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Figure 15 expresses the relationship between the planning document and the general cyclical 

planning process of design, building, and making changes based on testing. The figure associates the 

pages of the planning document with the Game activity process and access points for where a redesign 

could focus. 

In Figure 15, a student wanting to make a game would start by describing and recording their 

game idea (step 1), then would identify and record the needed agents based on that description (step 

2). From the list of identified agents the student would draw a representation of each agent (step 3). 

Next, the student would record each agent’s behavior (step 4) and figure out which agents will interact 

with one another in the game (step 5). The student would then need to associate the behaviors and 

interaction descriptions to computational thinking patterns (CTPs) (step 6). It is at this point that the 

student may be done working with the planning document, unless a redesign is needed. 

If the design developed in steps 1-6 seems as robust as possible, the student then creates the 

game using AgentSheets (step 7). The final step in the cycle is for the student to test their game and 

then possibly make changes based on how the game plays or feedback that was received (step 8). 
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Game Design Process Game Design Process Game Design Process Game Design Process 

 
Figure 15. The Game activity process in relation to the planning document 
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Study Design & Analysis 
This study was designed to be a participant-observation, ethnographic study (LeCompte & 

Schensul, 1999). The researcher played the role of an expert at EPM for students taking part in the 

Game activity (Figure 15) and participated heavily in helping the groups of elementary and 

undergraduate students to make their games work. Group activity was video recorded (explained later) 

with the purpose of creating profiles of student activity from analysis. The profiles of activity from video 

were then used to compare to the intended activities of the design process and provided a general 

sense of what students chose to focus on when designing. 

Participants 
Undergraduates & Training 

As stated earlier, undergraduate students worked cooperatively with elementary students to 

select and complete the activities available at EPM. Their participation in the after school program was 

required as part of an education psychology course they were enrolled in. Most of the undergraduate 

students were pre-service elementary teachers and the population was comprised of almost all women. 

It was not expected for the undergraduate students to have strong content knowledge about 

CS; they were required to attend training for the Game activity. The training was divided into two parts 

and was given prior to the start of the after school program for the semester.  The first training focused 

on CS content knowledge and lasted two hours. This first training also provided an introduction to the 

AgentSheets programming environment. In the training, the undergraduates individually created a 

simple maze game where a “Hero,” agent needed to get to the end of a maze and avoid a “Bad,” agent. 

This was carried out through direct instruction by the researcher, who was an AgentSheets expert, 

where the undergraduates followed along individually using their own computers.  The second training 

focused on the pedagogical content knowledge needed to carry out the activity at EPM. This involved 

learning about the planning document that they would use to design a game with their groups, see 

Figure 11-Figure 14.  The second training lasted approximately an hour and consisted of the researcher 

explaining the purpose of the planning document and having the undergraduates go through the 
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process of designing a game. This was done in small groups while the researcher provided support as 

they went through the process. The undergraduates were given instructions that the designs could be as 

elaborate as possible, as long as they were clear and complete about what should happen in the game. 

They were also made aware that the planning document would assist them in finding the necessary code 

through the identification of interactions and computational thinking patterns that were explained on a 

separate websiteiii. 

Elementary Students 
The elementary student participants in this research were in grades 2 through 5. This participant 

population was representative of the school’s demographics, shown in Table 4. Some of the elementary 

students had past experience creating games using AgentSheets from previous attendance at EPM, but 

none had experienced the design approach used in this research. 

Table 4. School demographic informationiv 

Grade Level  
2ND 

GRADE 
3RD 

GRADE 
4TH 

GRADE 
5TH 

GRADE 
TOTAL 

American Indian or Alaskan Native 
F 0 0 1 0 

3 
M 1 0 0 1 

Asian 
F 0 0 0 2 

4 
M 0 1 1 0 

Black or African American 
F 0 0 0 0 

1 
M 0 0 1 0 

Hispanic or Latino 
F 17 10 11 15 

116 
M 16 16 17 14 

White 
F 2 12 6 2 

43 
M 4 10 3 4 

Two or More Races 
F 1 0 0 1 

6 
M 1 0 1 2 

TOTAL  42 49 41 41 173 
 
Role of the Researcher 

A third type of participant in the Game activity was myself, the researcher, and I was the expert 

for AgentSheets at EPM. My role at EPM was to assist the groups working on the activity but not act as a 

teacher. I have a degree in CS and had the most CS content knowledge at EPM. Besides providing 
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assistance at EPM, I was also responsible for training the undergraduate students to carry out the 

activity. 

Data Sources 
The data sources for this research included video, the planning document (Figure 11 - Figure 14), 

and the resultant games. Additionally, there are two types of video data.  One type of video data is a 

stationary camera that focused on a group throughout their design and game creation tasks. The other 

type of video collected was from a head cam that the researcher wore while providing assistance at 

EPM. 

Groups were selected to be recorded by the stationary camera on the basis that they were 

pursuing their first attempt of the Game activity, had an early interest in creating a video game, and the 

researcher believed that they would complete the activity. This opinion was based on the group having a 

general idea of what they wanted to make and all of the members of the group agreeing that they 

wanted to make a game. The recordings of these groups started within the first two weeks of the 

semester. In total, four groups were recorded throughout their Game activity process (Figure 15). Three 

of these groups completed a playable game. 

Planning documents and completed games were collected from all students. The data was used 

to triangulate what students intended to do with their processes of activity and what the results of that 

activity ended up being. 

Design Practices Coding Scheme 
The development of the coding scheme was guided by tasks that students were asked to 

complete during the design phase, which precedes the creation and testing phases, of making a video 

game. In the design portion of the Game activity, students were prompted to complete a set of tasks 

intended to assist their development of what they wanted their game to look like and do. The codes 

shown in Table 5 are a priori codes and activities that I was interested in seeing if the elementary 



www.manaraa.com

 

63 
 

students were able go demonstrate. Table 3 (reproduced below) shows all of the practices that students 

were expected to enact while they designed their games. 

Reproduction of Table 3. Practices for designing a video game using the planning document 
 Design Practices Design Practice Details Figures 

A Project Description 
iii. Describing the game idea 
iv. Recording a general statement about the game 

11 

B Agents 

v. Identifying agents 
vi. Describing and recording agent behavior 

vii. Drawing representations of the agents 
viii. Choosing if agents were human, computer, or not 

controlled 

12 

C Game Board ii. Drawing a representation of what the game will look like 13 

D Patterns 
iii. Identifying interactions between agents 
iv. Associating interactions with computational thinking 

patterns 
14 

 
Table 5 emphasized the relationship of these practices to the coding scheme. The purpose of 

using this coding scheme was to understand what top-down design practices the groups were engaged 

in during the design process. 

Table 5. Design practices coding scheme 

Code Description 
Design 

Practice(s) 

Discussing Overall Game 
Discussion amongst the group about what they want in 
their game. General ideas/brainstorming that may 
result in being written down. 

Table 3A-i 
Table 3A-ii 

Identifying Agents 
Discussing and identifying the agents that will be 
required for the game to do what they want. 

Table 3B-i 

Discussing Behavior 
Talk about what agents will do outside of brainstorming 
ideas. 

Table 3B-ii 

Recording Behavior 
Someone writes down what an agent will do during the 
gameplay. 

Table 3B-ii 

Discussing Depiction Discussion of what agents will look like in the game. Table 3B-iii 

Drawing Depiction 
Someone is actively drawing a representation of what 
an agent will look like, can be either digital or on paper. 

Table 3B-iii 

Selecting Agent Controller 
Deciding and recording whether an agent will be user 
controlled, computer controlled, or just be stationary in 
the background. 

Table 3B-iv 

Discussing Game Board 
Discussion of what the game environment will look like 
and how the agents will be placed. 

Table 3C-i 

Drawing Game Board 
Drawing out an example of what the game 
environment will look like. 

Table 3C-i 
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Discussing Interactions 
Talk about what happens because of two agents 
interacting in some way. 

Table 3D-i 

Recording Interactions Someone writes down when two agents interact. Table 3D-i 

Identifying CTPs 
Talk about what computational thinking patterns are 
occurring in the game based on the behavior and 
interactions they are planning to include. 

Table 3D-ii 

 
This coding scheme was used to analyze the video data of the four groups to develop a profile of 

how each group participated in the design process. 

Analysis Methodology 
Coding 

An analysis was carried out on the design practices of the four groups recorded by the stationary 

camera using the coding scheme previously described (Table 5). For each groups’ video that showed 

how each group proceeded through the design process, the group was given a code (Table 5) for a 

timeframe of their video if at least one person in the group was participating in that activity. This coding 

was done directly from the video. In many cases there were overlapping activities as different members 

of the groups performed different tasks concurrently. All activities were coded. There were also times 

during the design process where the group was not performing any of the activities from the coding 

scheme, which led to gaps of time in the raw coding. “Off-task,” behavior was coded, but is not included 

in the analysis because there was commonly one person in the group that was “off-task,” while others 

were engaging in a codable activity. Notes were also taken to describe what was happening during that 

timeframe for an activity. Table 6 provides an example of the raw coding that was performed and is 

shown along with audio transcription excerpts during that timeframe. Please be aware that the game 

this group was designing was not a school appropriate game. The inappropriateness of the game was 

addressed with the students outside of the coded examples shown below and it was not completed. The 

students are designated by S1 and S2, and the undergraduates by U1 and U2. Non-verbal activities are 

described in square brackets. 
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Table 6. Example of coded design data with accompanying transcript excerpts 
Task Start End Total Transcription 
Drawing Depiction 0:00:00 0:11:05 0:11:05 S2: [Smiles at camera, then continues 

drawing on a paper. There are already 
drawings on it.] 
… 
S1: What should I draw? 
U1: So draw, he was drawing the nerd, 
you want to draw the bully? Is that the 
bully you want? [directed to S1] 
… 
U1: We can color it too. 
S1: We color in the pants blue and give it 
like a black [inaudible] around it. 
U1: Ok. 
S1: And you know like maybe some 
ripped up pants. 
U1: Yeah. 
S1: That'd be cool. 

Discussing Behavior 0:09:40 0:15:30 0:05:50 … 
Researcher: Alright, so, on our planning 
sheet write down what the nerd does 
[motions to location on planning 
document where behavior goes]. What 
does the nerd do? 
S2: Stands there. 
S1: Just stands there and cries. 
Researcher: Ok, he stands there... 
S1: He pees his pants. 
Researcher: And then what happens? 
S1: Pees his pants. 
U2: He gets [inaudible] right? [directed at 
S2] 
S1: No, he's scared and he pees his pants. 
S2: Nooooooo. 
U2: No? What happens to him then? 
[directed at S2] 
S2: [while drawing on a separate paper] 
[inaudible] they stand like that until they 
get killed [inaudible]. 
U1: Are we gonna have them moving? 
Researcher: Yeah, do they move at all? 
S2: Why would they move? 
U2: Don't you throw one into the other 
one? 
S2: Yes. 
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Researcher: And if they move, when do 
they move? 
U2: You have to tell'em that they get 
thrown. One of them gets thrown into the 
other one. 
U1: So you wanna have like a crowd of 
nerds. Here's like a bully, here's the 
crowd of nerds right? [motioning with his 
hands] 
U1: Do you guys swing nerds at the 
crowd? Is that correct? 
S2: No. That's not correct. 
… 

Recording Behavior 0:11:55 0:12:21 0:00:26 U2: Right there. [points at S2] [inaudible] 
the nerds [inaudible].  Write that down. 
[S2 starts writing in the planning 
document] 
U1: So how does, how does angry birds 
work? 
S1: Say Whaaat? [high pitched voice] 
U2: [inaudible] Just say, there's a group of 
[inaudible] there and [inaudible] throw. 
Researcher: [brings over some blank 
papers and puts them in front of S2] So if 
you want, draw what it will look like. So 
you have a bunch of like, nerds over here 
right? [motions to one side of blank page] 
That they're going to be thrown into? 
What goes on this side [motions to other 
side of paper] if it's like angry birds? 
S1: [makes some funny noises] 
U1: That looks beautiful. [directed at S1 
and her drawing] 
S1: Thanks. 
U1: So, so, so. So can you tell me how 
angry birds is [inaudible]?  'Cause I've 
never played it. 
S2: [inaudible] [pushes the planning 
document away after writing  some] 

Discussing Game Board 0:12:04 0:15:05 0:03:01 U1: So, so, so. So can you tell me how 
angry birds is [inaudible]?  'Cause I've 
never played it. 
S2: [inaudible] [pushes the planning 
document away after writing  some] 
S1: But I forgot to draw [inaudible, picks 
up marker] Well, it's sort just of like a... 
Where you like, hmm, I'll just draw it 
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'cause I can't [inaudible]. It's hard to 
explain. [S1 starts  drawing] 
U1: [inaudible] Yeah, yeah. 
S1: I'm making a [inaudible, doll?] on 
there because [inaudible], I just don't 
want to. 
U1: Yeah, no, that's fine. 
U1: That's a slingshot? 
S1: Yeah, that's supposed to be the 
slingshot. 
U1: Ok. 
U1: So, in our game do we want, are we 
gonna have a slingshot? Or are we just 
gonna have a guy? 
S1: We're gonna have a guy. 
S2: We need a guy with a slingshot there. 
S1: Well you know what... 
U2: Yeah, we can't, it's gotta like [makes 
arm motion moving her hand up slowly 
like a cannon]. 
U1: Ok, [inaudible]. 
… 

 
From these data a count of instances of coded activity, total amount of time spent on each 

coded activity, and average amount of time spent on each coded activity during the design process was 

calculated. A timeline graph was also constructed showing each group’s practices throughout the design 

process. The purpose of coding in this manner was to understand what design practices from Table 3 

each group exhibited and how often the practices occurred. 

Coding Confirmation 
I did a comparison of coded results to confirm that coding directly from video, and not a 

detailed transcript of group conversation and activity, effectively captured the practices of a group. To 

do this, I took a segment of video for group 1 that was coded using video, transcribed that video 

segment, and then coded the textual data. I chose a video segment that contained a diverse set of codes 

after coding directly from video so that I could have many opportunities to check for overlap. Comparing 

the two sets of coded data, the consistent overlap of all but one code confirmed the original coding 

method. The one exception found by doing a comparison was that instances of the code “Discussing 
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Depiction,” were not always captured during video-only coding while the group members were also 

drawing agent depictions. 

Inter-rater Reliability 
Inter-rater reliability was carried out for the coding process just described. An outside coder 

focused on a 15 minute segment that was previously coded and found to have a diversity of codes from 

the original coding carried out by myself, the researcher. The outside coder and I were in agreement for 

all of the coding that I had previously done (19 coded segments). However, the outside coder double 

coded five additional instances, and added one coded timeframe that I did not have. This provides an 

agreement rate of 19/25 => 76%. 

Three of the fived double coded segments, for which the outside coder observed behavior that I 

did not identify, consisted of one coder using the “discussing overall game” or “drawing overall game” 

codes and the other coder using a more refined code for the observed behavior, such as “identifying 

agents.” The other two double coded segments included the outside coder using the “discussing 

interactions” code where I used the “recording behavior” code and also where the outside coder used 

the “discussing depiction” code where I used the “identifying agents” code. Both of these codes were 

understandably used by the outside coder after reviewing the data.  

Findings 
The primary finding from the data was that the groups focused primarily on what their game 

would look like during the design process. They did this through either heavily working on the look of 

the agents or the look of the game board. There was minimal discussion on how agents in their game 

should behave and almost no discussion of the programming processes or what computational thinking 

patterns were present in agent interactions. 

Design Practices 
In this section the results of the four groups’ design process analysis are shown and explained. 

For the coding results (Table 7-Table 10) all codes are shown, but it should be noted that there were no 

instances of the following codes for any of the groups: Selecting Agent Controller, Recording 
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Interactions, and Identifying CTPs. Also, codes that were observed to consume a lot of the groups’ 

design time are highlighted in the tables to assist the reader. 

Group 1: Angry Nerds 
Group 1, who worked on designing a game called “Angry Nerds,” spent the most amount of time, 

approximately 34 minutes, discussing and drawing out representations of what their agents would look 

like. The drawing was primarily facilitated by the elementary students in the group. In contrast, the 

group only spent about 11 minutes discussing and recording what would happen in their game and that 

was primarily facilitated by the undergraduates in the group. Group 1 was also the only group to discuss 

an interaction that would occur in their game during the design process. Table 7 shows how often these 

practices occurred and how much time was spent on each. 

Table 7. Group 1 coding results 
Code Instances Total Time Spent Average Time Spent 
Discussing Overall Game 3 0:07:07 0:02:22 
Discussing Depiction 8 0:03:14 0:00:24 
Drawing Depiction 7 0:31:08 0:04:27 
Selecting Agent Controller 0 0:00:00 0:00:00 
Discussing Game Board 2 0:03:19 0:01:40 
Drawing Game Board 1 0:03:01 0:03:01 
Identifying Agents 3 0:01:22 0:00:27 
Discussing Behavior 4 0:06:59 0:01:45 
Recording Behavior 8 0:03:43 0:00:28 
Discussing Interactions 1 0:00:49 0:00:49 
Recording Interactions 0 0:00:00 0:00:00 
Identifying CTPs 0 0:00:00 0:00:00 
TOTAL 37   

 
A timeline for group 1 (Figure 16) shows the emphasis that the group put on drawing what their 

agents would look like throughout the design process. 
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Figure 16. Group 1 timeline of planning process 

Group 2: Maze Game 
Group 2, which created a maze type game, gave even less attention to what would happen in 

their game than group 1. This group chose to primarily focus on how their overall game would look. 

They dedicated almost 24 minutes of the time they spent designing to discussing and drawing 

representations of the game board. There were also very few instances of the group discussing behavior 

(4) and then recording their decisions (3), which resulted in approximately 5 minutes of time devoted to 

deciding what they wanted to happen in their game. 

Table 8. Group 2 coding results 
Code Instances Total Time Spent Average Time Spent 
Discussing Overall Game 4 0:08:09 0:02:02 
Discussing Depiction 1 0:00:32 0:00:32 
Drawing Depiction 3 0:01:03 0:00:21 
Selecting Agent Controller 0 0:00:00 0:00:00 
Discussing Game Board 10 0:16:16 0:01:38 
Drawing Game Board 9 0:07:40 0:00:51 
Identifying Agents 3 0:01:21 0:00:27 
Discussing Behavior 4 0:01:45 0:00:26 
Recording Behavior 3 0:02:54 0:00:58 
Discussing Interactions 0 0:00:00 0:00:00 
Recording Interactions 0 0:00:00 0:00:00 
Identifying CTPs 0 0:00:00 0:00:00 
TOTAL 37   

 
Figure 17 shows the timeline of group 2’s design practices. Throughout the design process, the 

group switched discussion between what the overall game would be and what it would look like when 
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played. Very little discussion occurred around the details of their game, such as what their agents would 

look like and do. 

 
Figure 17. Group 2 timeline of planning process 

Group 3: Bear’s Night Out 
Group 3 created a game called “Bear’s Night Out.” Their original plan was to have each 

elementary student in their group design their own game and then they would compile all of the games 

together as different levels within a final version. The design practices that the group exhibited were 

fairly distributed with the exception of extreme cases around discussing what the overall game would be 

and what interactions would occur. Discussing the overall game dominated much of the conversation 

that this group had during the design process. In contrast, the group did not discuss which agents would 

interact at all. 
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Table 9. Group 3 coding results 
Code Instances Total Time Spent Average Time Spent 
Discussing Overall Game 17 0:17:35 0:01:02 
Discussing Depiction 4 0:00:31 0:00:08 
Drawing Depiction 7 0:03:46 0:00:32 
Selecting Agent Controller 0 0:00:00 0:00:00 
Discussing Game Board 6 0:04:32 0:00:45 
Drawing Game Board 6 0:03:14 0:00:32 
Identifying Agents 10 0:03:58 0:00:24 
Discussing Behavior 9 0:08:03 0:00:54 
Recording Behavior 7 0:03:41 0:00:32 
Discussing Interactions 0 0:00:00 0:00:00 
Recording Interactions 0 0:00:00 0:00:00 
Identifying CTPs 0 0:00:00 0:00:00 
TOTAL 66   

 
The timeline of group 3’s design practices (Figure 18) shows that the group repeatedly discussed 

what the overall game would be. They frequently used each student’s game idea as a starting point to 

refine the individual ideas and the group’s understanding of what they would eventually want to create. 

This practice of discussing each student’s game in general, then refining the ideas, led to an interesting 

pattern in the timeline, which is indicated below in Figure 18. This group came close to enacting the full 

top-down design process that was set up by the Game activity, but stopped short by not considering the 

interactions that would occur in their game. 

 
Figure 18. Group 3 timeline of planning process 
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Group 4: Zombie vs Ghosts 
Group 4 created a game called “Zombie vs Ghosts.” Their planning process consisted almost 

entirely of talking about and drawing individual agents (approximately 32 minutes). At the point that the 

group felt comfortable getting onto the computers to start creating their game they had not discussed 

the game board at all, and had only minimally discussed what agents would do within their game 

outside of their initial brainstorming(1 minute). 

Table 10. Group 4 coding results 
Code Instances Total Time Spent Average Time Spent 
Discussing Overall Game 8 0:07:49 0:00:59 
Discussing Depiction 14 0:05:53 0:00:25 
Drawing Depiction 7 0:26:00 0:03:43 
Selecting Agent Controller 0 0:00:00 0:00:00 
Discussing Game Board 0 0:00:00 0:00:00 
Drawing Game Board 0 0:00:00 0:00:00 
Identifying Agents 3 0:00:27 0:00:09 
Discussing Behavior 1 0:01:00 0:01:00 
Recording Behavior 0 0:00:00 0:00:00 
Discussing Interactions 0 0:00:00 0:00:00 
Recording Interactions 0 0:00:00 0:00:00 
Identifying CTPs 0 0:00:00 0:00:00 
TOTAL 33   

 
Group 4’s focus on what the agents in their game would look like is apparent in the timeline 

shown in Figure 19. Once the group had discussed their general ideas for the game, they sporadically 

discussed design components other than the depictions. 

 
Figure 19. Group 4 timeline of planning process 
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The intention of having each group design their game first was to make the process of building 

the game easier and accessible to novices. Once the design was finalized using the planning document, 

the groups would know how their game would look and have example code to draw upon when they 

needed to program the agent behavior. The following section discusses the common result across all 

groups when they tried to create their games in AgentSheets and had not fully thought out agent 

behavior, identified interactions, or researched the CTPs that would help them do the programming. 

Creating a Game from the Design 
Examining data from the four groups’ creation processes showed that the lack of a clear 

understanding of agent behaviors, and almost no consideration of interactions between agents, resulted 

in a high need of assistance from the researcher. The following excerpts come from group 4 trying to 

create their game in the AgentSheets programming environment. There are two undergraduates, U1 

and U2, and two elementary students, S1 and S2, in the group. The line numbers pertain to the excerpt 

only. In the first excerpt the group is trying to figure out how to get their zombie to move using the 

arrow keys which is the User Control computational thinking pattern.  

Excerpt 1 
Line # Speaker Transcript 

1 U1 We need our agents to have their movements and stuff. 

2 S1 
I know how.  I know how. [moves AgentSheets computer back 
to his control] 

3  
[U2 returns and S2 shifts his focus to his computer and the two 
pairs seem to separate again.] 

4 S1 Watch, I'm gonna make this "ghost dog" move. 
5 U1 Let's start with the "zombie,” 'cause that's our main guy. 

6  
[S2 and U2 are having their own conversation to the side.  They 
appear to be trying to open AgentSheets.  U2 encourages S2 to 
participate with the rest of the group.] 

7 U1 
[shifts his chair to have a better view of the AgentSheets 
computer] Let's get the "zombie" moving. 

8  
[S2 still tries to get on the internet, and U2 questions him on 
what he wants to do on there.] 

9 U1 
Oh, it has to move onto the background right?  [looking over the 
shoulder of S1 on the AgentSheets laptop]  The background...  
So that's the background. 

10  [U1 points at stuff on the screen while S1 works]  
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11 S1 We need Ian. 
 

The task in the excerpt above was primarily pursued by Undergraduate 1 (U1) and Student 1 

(S1), and ends with an acknowledgement that they can’t figure out what to do by playing around with 

the environment and need the help of the researcher. They have a very general idea of what they want 

to happen in their game (line 1), but do not understand how to use the arrow keys to do so (lines 2-9), 

which leads to them needing the researchers help (line 11). 

Another episode from later on in group 4’s game creation process that resulted in their needing 

help from the researcher is shown below in excerpt 2. In this excerpt they are trying to make the game 

end when the “ghost dog,” agent is next to the “zombie.” 

Excerpt 2 
Line # Speaker Transcript 

1 U1 

OK, here we go. [S1 looks back at the AgentSheets computer.]  
When it sees a zombie, it needs to stop and do something, 
right?  Not when it sees it though, when it's next to it.  When it's 
immediately next to it.  [inaudible] this.  [presses a key]  When 
it's, when it's immediately...  When it's next to... 

2 U1 Alright, so... 

3 S1 
[S1 points to something on the screen, U1 is still in control of the 
computer]  Press that, no press that [inaudible]. 

4  
[U1 presses where S1 points and S1 shows him which option to 
pick for what the agent should recognize] 

5 U1 [inaudible reading of the rule]  Um... 
6 U1 [S1], so then what?  What do I do? 
7 U1 This has to be [inaudible], right? [inaudible]  [presses a key] 
8 S1 Mm hmm. 
9 U1 That's right.  What does this zero mean? 

10 S1 I don't know.  [turns toward rest of room and shouts] Ian! 
11 U2 Ian.  

 
For excerpt 2, Undergraduate 1 (U1) is exploring some of the spatial testing conditions in 

AgentSheets, such an agent being, “stacked immediately above,” or being, “next to,” another agent (line 

1). However, he doesn’t know which one to use, so U1 and S1 continue to play around with the rules for 

the agent (lines 2-9). They eventually reach a point where they decide that they need help again and call 

the researcher over to their group (lines 10 and 11). 



www.manaraa.com

 

76 
 

These types of “try, then call for help,” episodes were the norm once groups started to create 

their games in the AgentSheets programming environment. With each group giving so little attention to 

the behaviors, interactions between agents, and identification of CTPs, they needed considerable 

assistance from the researcher to get their games to work. 

Discussion & Implications 
Leveraging students’ previous experiences with games motivated students to design and create 

a video game, but there was little to draw upon from their designs to get them to complete the activity 

without considerable help from the researcher. It seems that the students were able to draw on their 

prior knowledge, but were unable to move to the next step of “making inferences,” or in this case 

programming agent behavior, identifying interactions, or identifying CTPs and getting sample code, as 

shown in Figure 20 (a refined version of Figure 4 from the literature review).  

 
Figure 20. Refined Vygotsky's Theory of Concept Formation and the Iceberg Model 

In Figure 20, the terms “modeling,” and “design,” are used to represent the move from concrete 

experiences to generalizable rules (principles) as well as moving in the other direction—tying formal 
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language and symbols to concrete experiences. The groups in this study rarely got to the point of fully 

designing a game and creating an instance of it in AgentSheets, or generalizing from the specific 

experiences, and instead ended up calling on the researcher to help them with these processes. They 

were able to draw on their experiences to create depictions of their desired agents and to say some 

things about the behaviors they wanted their agents to have, but when they got to the point where they 

had to now move into the programming environment and use CTPs, they consistently called on the 

researcher. Instead of serving a scaffolding role, to help the group slowly, but iteratively, establish the 

tools that they would need to do some parts of the Game activity on their own the next time, for 

whatever reason, I, as the researcher instead ended up actually doing the work for the group. 

It is likely that the mere presence of the researcher may have prevented students from even 

imagining, or identifying with, the role of programming for themselves. The scaffolding that was 

necessary to apply principles and to generalize experiences was missing from both the planning 

document and the help that the expert was able to provide the group in this context. The results of this 

study indicate that a better scaffolding tool is needed and should be present always in the working 

environment of the students. A better scaffolding tool would provide more assistance in the 

bidirectional process of moving from concrete experiences to generalizable rules (principles-

programming activity) as well as moving in the other direction—tying formal language and symbols 

(CTPs) to concrete experiences. 

Another possibility for why students had difficulty working within the programming 

environment is that they simply did not see the structure of the game environment as consisting of 

interactions among agents, behaviors, and game-play environments. Making these three components 

more transparent could also benefit the students. 

In future iterations of this activity, students would benefit from a more explicit mentioning of 

the specific principles (CTPs) that they are expected to apply when creating agents, behaviors, and 
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game-play environments. In addition, more transparency about the structure of the games as consisting 

of interactions between agents, behaviors, and game-play environments would be helpful. Students 

could also benefit from a more linear structure that would require that they move from one step before 

going to another. Leveraging students’ experiences with the formal language and practices associated 

with CTPs, will lead to a more robust understanding of programming code and is a necessary aspect of 

the Game activity. 
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Additional Scaffolding Needed 

Study 2 

The study presented in this section is intended to create an improved process to engage 

elementary students in CS through video game development at EPM. From the findings discussed 

earlier, the major obstacle to students completing the Game activity without help from the researcher 

stemmed from students moving from their ideas to creating AgentSheets code. Specifically, students did 

not focus much on discussing agent behaviors or identifying interactions between agents. Most of the 

focus for designing a game went into how the individual agents or overall game would look. 

This iteration of the Game activity incorporated more explicit opportunities to record agent 

behavior, identify interactions between agents, and associate interactions to CTPs. Figure 21 emphasizes 

where additional scaffolding is needed to elicit the necessary design practices for elementary students 

to create their own game. 

 
Figure 21. Areas needing improved scaffolding for the Game activity 

The areas from Figure 21 that are identified as needing additional scaffolding required that the 

activity be modified so that sample CTP code was easily accessed from, and relatable to, student 

descriptions of behavior and interactions. This was accomplished through a scaffolded computer-

assisted planning tool, called AgentDesign, which I created. 

I hypothesized that through the improved AgentDesign planning tool the elementary students 

would be less likely to call out for help and be more likely to use computational thinking patterns to 

create their games. I further hypothesized that the AgentDesign planning tool would help students 
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understand the structure of a game as consisting of interacting agents, behaviors, and game-play 

environments. This hypothesis was derived from the notion of scaffolding as it appears in Vygotsky’s 

theory of concept formation and the Iceberg model.  The AgentDesign planning tool provided additional 

scaffolding and explicit mention (and choices) of the terminology associated with the principles that 

students were expected to learn. By applying and reapplying both the principles (in the form of words 

and symbols) to their experiences with the game design, it was expected that students would be able to 

build out more generalized rules that could be used and applied both in later parts of their current game 

design, and future game designs. The scaffolding offered through the AgentDesign planning tool 

provided some guidance, thus alleviating the need for constant calls for help from the researcher. 

Research Questions 
This study sought to answer the following research questions: 

1. What understanding of CTPs do elementary students develop when using the improved 

scaffolding tool, AgentDesign? 

2. In what ways does the AgentDesign planning tool help, or hinder, elementary students’ process 

of creating video games? 

Please note that I built AgentDesign to address the issues that occurred in study 1. 

Study Design 
This study focused on the use of the AgentDesign planning tool and the design practices of 

elementary students during the Game activity. 

Study Environment 
The study environment for this follow-up study continued to be at El Pueblo Mágico (EPM). The 

theoretical structure of EPM remained the same as what was explained earlier, although there were 

organizational changes from the previous study that effected how, and who, the elementary students 

worked with while doing the Game activity. 

The first organizational change was that elementary students and undergraduates did not work 

together in static groups. Instead, the undergraduates were in charge of activity stations and the 
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elementary students were free to move between these stations as individuals. For example, there were 

typically 2 or 3 undergraduate students at the Game activity station. For each station, each group of 

undergraduates at a station moved to a different station every 3 weeks. 

The second organizational change for the Game activity was that there were CS experts, and not 

just the researcher, available to assist with the Game activity. This was partially due to the availability of 

CS undergraduate students participating as part of an undergraduate research program. The inclusion of 

other CS experts was also necessary since the researcher was not able to be at EPM throughout the 

week. 

The third organizational change was that the activities were organized by an online social 

networking platform called iRemixv. iRemix was used to organize the activities into pathways and gave 

students benchmark goals for each activity station. Students were also able to share their work on 

iRemix through the uploading of videos and pictures or by writing about them in a blog post. An 

explanation of how the Game activity was facilitated by iRemix is presented in a later section. 

How the organizational changes affected the study participants is explained in the following section. 

Study Participants 
There were four types of study participants for this study; elementary students, undergraduates, 

CS experts, and the researcher. 

Undergraduates 
The undergraduate participants continued to be a group of mostly females and pre-service 

elementary teachers. Their participation in EPM was also still an aspect of their practicum experience for 

an education psychology course. 

At EPM, the undergraduates were in charge of activity stations in groups of 2-4 for three weeks 

at a time. The undergraduates were given the opportunity to choose their preferred activity stations and 

were generally assigned to the stations they requested throughout the semester as long as there was 
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not an abundance of interest for specific stations. Their tasks were to assist the elementary students 

working through the iRemix pathway for their respective activity station. 

All undergraduates were given training on the Game activity prior to the start of EPM for the 

semester. This training lasted approximately 40 minutes and covered how to use the AgentDesign 

planning tool and the AgentCubes Online programming environment. During the training, they observed 

me, the researcher, design and create a simple game using the two resources. 

Elementary Students 
The elementary student participants at EPM, like the undergraduates, had a similar composition 

to that of the earlier study. They were a representational group of the overall school population and 

were in grades 2-5 (shown in Table 4). In total 23 students started the design process by creating an 

AgentDesign account, but many other students participated in the activity station that did not design 

games. Some of these students simply played games on the AgentCubes Open Arcade, or simply started 

to make a game without designing it first. Of the 23 students that created an AgentDesign account, 18 

actually started designing a game, with one student creating two separate designs. The gender 

distribution of the student participants was 6 girls and 12 boys. 

As explained earlier, due to the organizational changes, the elementary students’ participated 

on more of an individual basis for this study. The students were able to move between activity stations 

as they wished and were not required to work with a group on any activity.  

CS Experts 
There were 3 CS expert participants at EPM, excluding the researcher, with at least one CS 

expert at the Game activity station for each day of the after school program. The experts had a 

background in CS, but not necessarily any prior CS pedagogical content knowledge. One of the experts 

was a graduate student taking a course on qualitative research, and two others were undergraduate 

students pursuing degrees in CS. One undergraduate expert had prior experience with the Game activity 

at EPM from the previous semester, while the other CS experts were new to the activity. All CS experts 
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participated in the training with the undergraduates to learn about the AgentDesign planning tool and 

AgentCubes Online. 

Researcher 
The researcher had a similar role as explained earlier for study 1. However, he only attended 

EPM for one day a week on a consistent basis. If the CS experts felt that they needed assistance, they 

could have requested that he come on other days, but this only happened due to scheduling issues 

when the CS experts were not able to attend EPM. 

Revisiting the Game Activity 
The overarching goal of the activity for study 2 was still for students to create video games with 

minimal help. The more specific goals, that students will understand the purpose of design; understand 

CTPs (algorithms); develop ways of evaluating their work; and align their identity with CS, were also still 

present in the activity. However, due to both technical limitations and in order to introduce an 

alternative scaffolding tool, the programming environment and design scaffolding tool have been 

changed from what was used in study 1. Additionally, the guidance and instructions for how to complete 

the activity was moderated through a social media network, iRemix. These changes are explained below. 

The AgentCubes Online programming environment was used instead of AgentSheets for two 

reasons. The primary reason was that the available technology at EPM, chrome books, would not allow 

for AgentSheets to be installed. A secondary reason was that students had issues saving their work in 

the prior years of offering the Game activity at EPM when using AgentSheets. Since AgentCubes Online 

is web-based, all of the students’ work was automatically saved and instantly shareable through the 

Scalable Game Design Arcade. Although it was new to the activity, the AgentCubes Online programming 

environment description is located in Appendix B, since it is so similar to AgentSheets in the ways it was 

used and functions for this study and a complete description here is not necessary. 

As the intervention for this study, the scaffolding tool used to support students through the 

design process was also switched to an interactive, web-based application that I developed. This 



www.manaraa.com

 

84 
 

scaffolding tool will be referred to as the AgentDesign planning tool, and its purpose was to improve the 

support for students as they went through the design process. The tool is further described in a later 

section. 

Using iRemix, the students accessed activity pathways that they could choose to complete. Each 

activity station at EPM had a pathway represented on iRemix that offered a beginning, advanced, and 

expert level task to complete. For the Game activity, I asked students to design a game using 

AgentDesign at the beginner level, create the game using AgentCubes Online at the advanced level, and 

then share the game using iRemix, and possibly make changes, at the expert level. The advantage of 

using iRemix was that the links to the design scaffolding tool and programming environment, as well as 

helpful videos, could be easily accessed by students with clear instructions on what to do with them. 

Below are screenshots of the beginner, advanced, and expert level tasks that the student would see 

while working on the Game activity. Presented with each pathway level are figures showing what parts 

of the Game activity process from study 1 (see Figure 15) that each level focused on. 

The beginner level pathway focused on the design aspect of the Game activity process. Students 

should have described their games, identified agents, decided on agent representations, described 

individual agent behavior, and identified interactions along with corresponding CTPs during this part of 

the activity using a tool that I developed called AgentDesign. 
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Figure 22. Focus of Pathway Beginner Level for Game Activity Process 

The figure below provides a screenshot of what an elementary student would have seen as a 

prompt for the beginner level task for the iRemix Game activity pathway. The beginner level prompt for 

the pathway asked the students to design their game using the AgentDesign planning tool, but first 

encouraged them to look at games that had been made using AgentCubes. Asking the students to look 

at previously made games was meant to provide some context to the students about what could be 

created using the programming environment. Links were available to the students on this beginner level 

page for both AgentDesign and a collection of games called the Scalable Game Design Arcade, so the 

pathway, and iRemix, was the primary access point of the Game activity for all students. 
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Figure 23. iRemix Pathway - Beginner Level 

Creating the game was the focus of the second level of the Game activity pathway, as shown in 

the following figure. 

 
Figure 24. Focus of Pathway Advanced Level for Game Activity Process 

Once students had completed the beginner level pathway and designed a game using my 

AgentDesign tool, they could then move on to creating their game using AgentCubes Online as part of 

the advanced level of the Game activity pathway (page shown below). The intention was that the 
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students would use a summary of their design, called the summary page and explained later, to create 

their games. Along with the prompt asking students to use their design summary page to assist them in 

creating a game, a short video explaining how to get started using AgentCubes Online was available for 

the students to watch. Once the students were ready to begin creating their game they could use the 

available link to access AgentCubes Online. 

 

Figure 25. iRemix Pathway - Advanced Level 

Finally, the feedback loop from players of a student’s game was used as part of the expert level 

of the Game activity pathway, shown below. Using feedback from other people playing the student’s 

game, the student could choose to redesign different parts of their game, such as the overall idea, the 

agents, or how the agents would behave in the game. 
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Figure 26. Focus of Pathway Expert Level for Game Activity Process 

The task for the expert level of the Game activity pathway (shown below) was for students to 

have their games tested and then decide if they wanted to change any part of the game. Students 

reaching this expert level would need to have a working game and be given feedback about its 

playability. The reasoning for incorporating the social feedback aspect of the pathway was to emphasize 

the importance of the social aspect of any software development, which is especially true for the 

development of video games. 
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Figure 27. iRemix Pathway - Expert Level 

Using iRemix as the portal to access the activity, the students were given information and access 

to the necessary tools (AgentDesign and AgentCubes Online) as well as provided prompts to clarify each 

part of the activity. In the following section, the intervention for the second study (AgentDesign), and its 

theoretical basis is described through an explanation of the conceptual framework of the study and a 

description of the tool. 

Conceptual Framework 
The conceptual framework for study 2 focused on supporting the elementary students in 

thinking about, recording, and accessing CTPs so that they would be able to successfully build a game 

using AgentCubes Online. The five conjectures that were developed as part of this process are shown 

below in Table 11. Figure 28 shows the conjecture map (Sandoval, 2004, 2014) for these five conjectures 

and each are described in this section. 
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Table 11. Study 2 Conjectures 
Associated Theory Conjecture Description 

Concept Formation 1: Designing a game with the tool will help the students learn 
algorithms. 

Scaffolding 
Concept Formation 

2: Students need to COMPLETE the design process to learn about 
the CTPs and to create their game. 

Concept Formation 3: Students will learn the PRINCIPLES of CS through the scaffolded 
process of matching everyday language with CTPs. 

Scaffolding 
Study 1 Results 

4: 
Students will focus more on other aspects of the design process, 
and less on drawing pictures of aspects of a game while they 
design if they are not given the opportunity to draw pictures. 

Study 1 Results 5: The tool will help the students build the game. 
 

The Game activity was intended to provide students with the opportunity to develop a sense of 

individual CTPs that were free from any individual game context while they created their own video 

games. Each CTP (algorithm, which represents a CS principle) represents a different phenomenon that 

programmed agents can enact (e.g. collision, generation, transportation, etc.). By using each individual 

CTP multiple times in a particular game design it was expected that students would establish more 

general principles regarding those CTPs that could then be applied to any future game. For this to occur, 

the activity related the principle of CTPs to the students’ own experiences and ideas and allowed for the 

students to develop the connection between the two. This was the role of the AgentDesign planning 

tool, especially in cases where there is no formal teacher of the activity like EPM. 
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Figure 28. Study 2 Conjecture Map 
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Conjecture 1: Designing a game with the tool will help the students learn algorithms. 

The intention of the AgentDesign planning tool was not only to help students make games from 

their own ideas, but also to help them learn CS principles. Algorithms are an important CS principle for 

computer scientists to be aware of because algorithms provide solutions to common problems 

regardless of the specific language the computer scientist is working within. Furthermore, learning 

about algorithms becomes an invitation to the CS discipline by giving students access to a more 

authentic CS experience than simply learning to program. For games created using agent-based 

programming environments an important set of algorithms are CTPs. The CS principle of “algorithms,” in 

this study express common ways to program game behavior like collisions, pushing, absorption, 

tracking, and many other phenomena that occur in visual games. 

Additionally, from study 1, the evidence showed that the pencil-and-paper scaffolding tool did 

not support the students in a way that they could access important algorithms (CTPs), let alone learn 

about them. In Figure 29 the crossed out words represent the design practices and CS principles that 

students did not complete or attain, words that are not crossed out represent observed student 

practices from the data in study 1. Using the new scaffolding in the form of the AgentDesign planning 

tool, it is hypothesized that the students will now be able to both access and learn about algorithms 

using a centralized, scaffolding tool. 
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Figure 29. Disconnected Learning in Study 1 

The theoretical basis for this conjecture is based on the formative assessment model (Black & 

Wiliam, 2009), Vygotsky’s theory of concept formation (Vygotsky, 1986), and the Freudenthal Institute’s 

iceberg model (Doorman & Gravemeijer, 2009; Webb et al., 2008). 

AgentDesign was designed taking into account where the students would be coming from and 

where it wanted them to go. Students taking part in the Game activity will likely have played many video 

games before, know of many stories, and maybe even made a video game in the past. As part of the 

design, a goal of AgentDesign was to lead students to the CTPs that they would need to create their 

games using AgentCubes Online. Through this process, students would also be able to connect ideas 

that were theirs, and made sense to them, to formalized CS principles. This connection building was 

influenced by Vygotsky’s theory of concept formation and the iceberg model (see Figure 4). Concept 

formation is a cyclical process in which students make sense of formal knowledge through processing 
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their own knowledge and experiences and vice versa. For example, using AgentDesign a student can 

decide that something must happen if two agents touch one another (which she would have come up 

from experiencing other games), connect that idea to the formal CTP (algorithm) called collision, and 

then make sense of future collision scenarios using the formal algorithm she just learned about. The 

AgentDesign planning tool was created to mediate this process. The process of adding the computer-

assisted scaffolding tool (AgentDesign) is similar to that used by Basawapatna’s (2012). Basawapatna’s 

(2012) developed a visual tool, called the Simulation Creation Toolkit, to assist middle school students in 

creating science simulations using animations of CTPs. He found that students using his toolkit were able 

to create simulations with heavy guidance. In comparison to my own work, the focus of his research was 

on the area of Figure 29 that is toward the bottom. Using his toolkit students would be assisted in 

building experiences with CTPs while making games and simulations. I am working to take that I idea 

one step further by using a scaffolded tool to assist students in relating their current and past 

experiences to CTPs in order to develop conceptual understanding. 

As just mentioned, the embodiment of this conjecture in the study was carried out through 

AgentDesign. Specifically, scaffolding student learning of algorithms is done when the student describes 

an interaction between agents, and then connects that description to a CTP. This is explained later in the 

description of the AgentDesign planning tool. 

Conjecture 2: Students need to COMPLETE the design process to learn about the CTPs and to create their 

game. 

The AgentDesign planning tool was developed to scaffold the process of designing a game, so 

that the design could be used to assist in creating that game in a programming environment. From the 

results of study 1, it was clear that additional scaffolding was needed to support descriptions of agent 

behavior, identifying interactions, and connecting those interactions to CTPs (see Figure 21). In study 1, 

none of the 4 groups that were examined connected their ideas to CTPs during the planning process (see 
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Table 7 - Table 10). According to Vygotsky’s theory of concept formation (Vygotsky, 1986), students 

would not be able to learn about CTPs without connecting their own experiences and ideas to the 

formal knowledge that is provided within the AgentDesign planning tool. Since the groups in study 1 did 

not complete the planning document, I believe that they were not prepared to begin creating their 

games since they never accessed this formal knowledge. Using scaffolding, AgentDesign guides students 

through the design process so that they can see what the next steps are, as well as access the formal 

knowledge that would be needed to create their games. And by completing the design process, not only 

will students access this knowledge, they will be provided the opportunity to USE the terms associated 

with that new knowledge. 

Transitioning the scaffolding to a more interactive medium, like a web application, has been 

shown to be useful in supporting student learning. Various affordances of the computer technology 

make it easier for students to manipulate their ideas and representations. White et al. (2002) found that 

using a software based tool to scaffold student activities helped them to learn about inquiry and be 

metacognitive. In other work that has used technology to support student learning, Wu et al. (2000) 

found that the software tool they used, called eChem, supported student conceptual development of 

chemical representations through building and viewing models and representations. 

Within the AgentDesign planning tool, the embodiment of this conjecture was done through the 

explicit prompts explaining what the students needed to do. These prompts led students to important 

information about CTPs that would both assist the students in creating their games, as well as present 

the CTPs in a way that made sense in relation to their ideas. 

Conjecture 3: Students will learn the PRINCIPLES of CS through the scaffolded process of matching 

everyday language with CTPs. 

In order to mediate conceptual development, the design process prompted students to identify 

CTPs from their descriptions of behavior and interactions. Most students designing a game will likely 
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have played other games in the past and will be able to recognize CTPs that they would need for their 

game from an available list presented to them. Recall that CTPs are a set of algorithms that represent 

common phenomena in games. These can include, but aren’t limited to, collision, absorption, tracking, 

pushing, etc. 

Using the scaffolding tool, AgentDesign, the students were presented with a list of CTPs and 

were asked to draw upon both their prior experiences with games and their own language in the design 

to make an association of their everyday language descriptions to the CTPs (Figure 33). Developing this 

relationship between experiential knowledge and formal knowledge is an important aspect of concept 

development (Otero & Nathan, 2008; Vygotsky, 1986). This activity focused directly on the cyclical 

nature of concept formation to not only relate students’ prior experiences and knowledge to certain 

CTPs, but also provide symbolic principles with which to interpret past and future experiences with 

gaming and programming CTPs. 

In the embodiment of this conjecture (AgentDesign), students are provided opportunities to 

make sense of formal CTPs and the terms that describe them, like collision, in ways that that make sense 

to them. They begin designing by only using their own thoughts and words, but then have opportunities 

to connect those everyday words to the formal terms and concepts presented to them using the 

AgentDesign planning tool. 

Conjecture 4: Students will focus more on other aspects of the design process, and less on drawing 

pictures of aspects of a game while they design if they are not given the opportunity to draw pictures. 

Analysis of student behavior from study 1 showed that discussing or drawing out visual aspects 

of the game during the design process was a common focal point for 3 of the 4 groups (see Table 7 - 

Table 10). The data from study 1 also found that the high focus on the look of the game (agent 

depictions and game board drawing) that students had was at the expense of designing what they 

wanted to happen within the game (agent behavior, interactions, CTPs). Given that finding, a design 
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choice was made to not provide an opportunity for students to draw during the scaffolded design 

process. This was intended to reduce the amount of time that students spent focusing on the look of 

their game. 

The embodiment of this conjecture in the activity was within the AgentDesign planning tool, 

which is discussed in detail later. Within AgentDesign, students were not given the ability to draw 

anything. All descriptions of the visual aspects of the game were carried out through text. 

Conjecture 5: The tool will help the students build the game. 

Results from study 1 provided evidence that since students did not complete the pencil-and-

paper planning document they had difficulty creating their game using AgentSheets. The planning 

document was intended to address many of the questions that the students commonly asked, such as 

how to make an agent move using the keyboard (the user control CTP) or how to make one agent die 

when it’s touched by another agent (collision CTP). The scaffolding tool used in this iteration of the study 

was designed to provide clearer guidance of what needed to be done for the students to be successful.  

The primary embodiment of this conjecture for the activity were the prompts that students 

were given while working through the design process. In study 1, the students generally skipped the 

entire page that asked them to identify interactions and CTPs. In contrast, the AgentDesign planning tool 

clearly required students to move on to the next necessary step, which addresses the previous problem 

of students skipping parts of the design process. The process of designing a game using AgentDesign for 

this study was sequential and forced, meaning that the students will complete their designs. And if the 

students complete their designs, they will have lots of information, in the form of CTPs and sample code, 

to build their games. 

An additional embodiment of this conjecture is that the CTP information was located within the 

planning tool, instead of on a separate resource. The students were able to see their everyday language 

descriptions alongside the formal language descriptions of CTPs and sample code. Being able to see why 
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the sample code was relevant, and having easy access to it, would allow the students to use their design 

information to create their games without needing to ask an expert to explain every common 

phenomenon that CTP algorithms address. 

The AgentDesign Planning Tool 
The AgentDesign planning tool was created to address the difficulties students had transferring 

their own ideas to the programming environment. This was a new scaffolding tool for the Game activity 

and was developed by me. It was written using JavaScript, HTML5 and PHP. The intention of making the 

tool web-based was to provide cross-platform access, which includes not only Apple and Windows 

operating systems, but also tablets and smartphones. This was a necessary design choice as more 

schools are moving away from traditional computers and towards tablets. 

The purpose of transitioning the scaffolding tool to the AgentDesign planning tool, from the 

previously used pencil-and-paper planning document from the first study, was to address the problems 

identified in study 1. AgentDesign guided students through a highly scaffolded, step-by-step process of 

describing the game, identifying agents, describing agent behaviors, identifying interactions between 

agents, and connecting interactions to CTPs and sample code. This was intended to assist students in 

developing the disciplinary principles of algorithms and design, and also identify key aspects of video 

game structure. There was also less emphasis on the look of the game and agents by not having a space 

for drawing to be done within the tool, since that may be a reason that students did not focus on agent 

behavior using the pencil-and-paper version. The design practices that AgentDesign focuses on are 

shown in Table 12. 
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Table 12. AgentDesign Planning Tool Design Practices 
Design Topic Design Practice Details 
1. Initial Idea Recording the initial game idea. 
2. Agent Names Identifying and recording agent names from the project description. 
3. Agent States Naming different representations an agent will have. 
4. Agent Behavior Describing individual agent behavior. 
5. Identifying Interactions Identifying which agents will interact. 
6. Interaction Description Describing the interaction between two agents. 
7. CTP Association Associating CTPs to an interaction that has been described. 

 
AgentDesign provides four sections that guide students through the design practices listed in 

Table 12. The four sections are the (A) Project Description, (B) Agents, (C) Selecting Interactions, and (D) 

Building Interactions. There is also a fifth section of AgentDesign, the (E) Summary, that does not have 

students work through any of the design practices, but allows them to view their design as a whole. The 

association between the sections of AgentDesign and the design practices from Table 12 are shown in 

Table 13. 

Table 13. AgentDesign Planning Tool Sections and Design Practices 
AgentDesign Section Design Practices 
Project Description 1. Initial - Recording the initial game idea. 

2. Agent Names – Identifying and recording agent names from the project 
description. 

Agents 3. Agent States - Naming different representations an agent will have. 
4. Agent Behavior - Describing individual agent behavior. 
6. Interaction Description - Describing the interaction between two agents. 

Selecting Interactions 5. Identifying Interactions - Identifying which agents will interact. 
Building Interactions 6. Interaction Description - Describing the interaction between two agents. 

7. CTP Association - Associating CTPs to an interaction that has been 
described. 

Summary None - Review of design as a whole. 
 
The following sections elaborate on how each design practice is enacted within AgentDesign. 
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Project Description 
The project description section of AgentDesign asks students to write their initial game idea 

(design practice 1) and identify agents (design practice 2). These tasks were purposefully placed within 

the same section so that a visual confirmation could be made for each agent identified. Figure 30 shows 

an example of what the project description section looks like when a game has been described and 

agents are identified. 

 
Figure 30. AgentDesign Planning Tool - Project Description 

Initial Idea 
The initial idea (Figure 30A) prompts a student to “Write what will happen in your project.” It 

encourages the naming of agents and descriptions of behavior. The prompt also asks students to 

elaborate how the game or simulation, depending on what the student is making, will end. 

A text box is available for the student to write out the project description. It is not required, or 

expected, that everything needed for the game will be recorded at such an early point, but it provides 

an area for the student to start brainstorming. As the student realizes that parts of the game description 
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have not been included, she is free to return to this section and add more information. Also, since the 

AgentDesign planning tool is designed for elementary students, the text for the project description is 

automatically saved once the student clicks out of the box. 

Agent Names 
Also in this section is a prompt to identify anything that could be an agent named in the project 

description, which would be any noun in the description (Figure 30A). An agent is identified and named 

using an “ADD New Agent,” button and a text input prompt within this section (Figure 30B). As the 

individual agents are identified they are listed below the naming prompt and their corresponding name 

changes to the color green in the project description (Figure 30A). The color change provides an 

indication to the student for which agents have been accounted for and which still need to be identified. 

 
Figure 31. AgentDesign Planning Tool - Agents 
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Agents 
For each agent identified in the project description section, a new space is created in the agents 

section (Figure 31) of the AgentDesign planning tool for agent states to be identified (design practice 3), 

behavior to be described (design practice 4), and interactions to be identified and described (design 

practices 5 & 6). Agents can be selected from a list at the top of the section, the “cat,” agent is currently 

selected in Figure 31A. 

Agent States 
In some cases an agent may have different states during the game play. The computer-assisted 

planning tool uses a button labeled “Add Shape,” and a prompt to ask whether or not an agent will look 

differently during the gameplay (Figure 31B). Only the naming is available here, and not an ability to 

draw out the agent’s representation. This was a purposeful choice due to the students focusing on 

drawing in prior research. 

Agent Behavior 
A text area is available to describe an agent’s behavior in everyday language (Figure 31C). This 

area is specific to each agent, and is intended to be a refinement of the general description written in 

the project description section. Similar to the functionality of the project description text box, the 

information is saved once the student clicks out of the box, so deliberate saving is not necessary. 

Selecting Interactions Section 
Within each agent’s section a button labeled “Select Interactions,” is available that opens a 

popup window (Figure 32) allowing for the selection of any interactions that the current agent will have 

with other agents, the user, or all agents (design practice 5). The window shows the current agent’s 

behavior description and checkboxes for all of the agents they had previously identified from the project 

description as well as the possible user of the game. For each agent they identify as having an 

interaction with the current agent, a new textbox (left side of Figure 31D) is made available in the agents 

section for a description of that interaction to be written. The selecting interactions window (Figure 32) 
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also highlights all previously identified agents as green as an indicator for the student to see what agents 

have already been described in the selected agent’s behavior. 

 
Figure 32. AgentDesign Planning Tool - Selecting Interactions Window 

Building Interactions 
Building interactions is accessed through a button labelled “Build Interactions,” in the agents 

section (Figure 31C). A “Build Interactions,” button is available for each interaction that was selected 

earlier. Clicking on the button opens a window (Figure 33) where the interaction description is available 

along with descriptions of CTPs. Describing interactions (design practice 6) and then choosing what CTP 

aligns with that description (design practice 7) has the intention of moving the student from everyday 

language to programming language and development of understanding algorithms through associating 

student ideas with CTPs. 

Interaction Description 
While it may be obvious to explain what an agent will do on its own, the students may not 

consider what will happen in cases where it interacts with another agent. A good example of this would 

be all of the things that happen when the frog in “Frogger,” is hit by a car; such as change the frog 

depiction, give a signal that the player lost, and stop/restart the game. This space allows for a refined 

written description of what will happen in interaction using everyday language. There are two locations 

where an interaction description may be written, one is in the Agents section (Figure 31C, left) and the 

other is in the Building Interactions window (Figure 33A). 
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Figure 33. AgentDesign Planning Tool - Building Interactions Window 

CTP Association 
Using the interaction description as a guide, the CTPs that match the interaction can be 

identified. A list of CTPs is available in the build interactions window (Figure 33B). When a CTP is 

selected from the list, general information about the selected CTP is presented along with an option to 

add sample code to the design of both interacting agents through an “Add,” or “Remove,” button at the 

top. By connecting the interaction and CTP to both interacting agents, no work is duplicated as the 

student works through the design for each agent. For example, the collision CTP that was identified as 

needed when the “dog,” is next to “home,” is added to both the “dog,” and “home,” agent sections 

regardless of which agent is currently being designed. 

CTP Sample Code 
Figure 33C shows the sample code and everyday language descriptions for a CTP that has been 

associated to an interaction. In this case, the collision CTP was added from the list in Figure 33B. Once a 

CTP is added, an everyday language description of what occurs between the two agents is given (top of 
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the gray box), and sample code is shown (in white) when the mouse cursor hovers over the description. 

The descriptions and sample code are also shown in the respective agents’ section (see Figure 31C). 

The sample code shown can be modified from simple pseudocode to exact sample code using 

the arrow buttons at the top of the area (Figure 33C). The option to vary the sample code between 

easier to access pseudocode and exact sample code was meant to allow students to see the relationship 

between everyday language and academic programming language for that CTP.  

A final feature of the CTP sample code area was the ability to swap which agents the 

descriptions and sample code are associated with. For the example shown in Figure 33C, if the “home,” 

agent was doing the hitting, and not the “dog,” agent, the description and code could be switched using 

the “Swap Agents,” button located at the top of the area. This was a necessary feature due the 

application not being able to differentiate between which set of code should be associated to which 

agent by default. 

Summary 
The summary is accessed from the navigation menu on the far left. This section organizes all of 

the information that the student has entered and presents it on one page. In study 1, this organization 

was also supposed to have been present in the pencil-and-paper planning document. However, since the 

planning document was never completed in study 1, the information that the summary provides was 

never available for students. The students needed the organization scaffolded for them, and that is what 

the summary does.  

At the top of the summary page is the overall description of the project. Next, a list of the agents 

is shown, along with their descriptions and any states that may have been identified. After the list of 

agents, the interactions and CTPs that were identified are grouped by interaction and provide the 

interaction description, agents involved, description of the CTP, and sample code. A student’s summary 
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page is shown in Figure 34. It was intended that the students would print out the summary sheet and 

use it as a guide to make their game in AgentCubes Online. 

 
Figure 34. AgentDesign Planning Tool - Summary 

The AgentDesign planning tool prompts students to go through a sequential design process. To 

complete the process the students must complete prior tasks, such as identifying interactions before 

being able to describe them and connect the interactions to CTPs. This sequential ordering of the 

process, as well as making all information centrally available, were central design choices meant to 

address the missed opportunities that students had in study 1 of not identifying interactions and 

connecting those interactions to CTPs. 
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This section discussed the AgentDesign planning tool, which juxtaposes students’ everyday 

experiences and language with academic principles by relating the ideas of story to design and behavior 

to CTPs. This tool served the embodiment of my conjectures for study 2 (see Table 11 and Figure 28) and 

is consistent with my theoretical perspective discussed earlier. 

Study Analysis 
An analysis of the students’ practices focused on the students’ designs and resultant games. The 

amount of alignment between each student’s ideas and designs, as well as between the designs and 

resultant games was examined. The degree of alignment was then compared to the results of study 1 to 

examine any changes in student use of design practices while using the AgentDesign planning tool as an 

intervention. 

Data Sources 
The two data sources used were the information entered into the AgentDesign planning tool by 

the student and the programming code and resultant games created using AgentCubes Online. The 

information students entered into AgentDesign provided the students ideas and their design of the 

game. Using AgentCubes Online, the students programming code and games could be analyzed and 

compared to the students’ initial designs. 

Student Designs 
The AgentDesign planning tool was the primary space for students to design their games. As 

explained earlier, the designs that students would create were to be used to assist the students in 

creating their games using AgentCubes Online. Data collection from this source was primarily a printout 

of the summary section of each student’s design. Recall that the summary section organized all of the 

information that the student had previously entered. A sample of a student’s design summary that was 

used for analysis was shown earlier in Figure 34. 

AgentCubes Online Programming Code and Games 
Students created their games using a web-based programming environment called AgentCubes 

Online, which is explained in Appendix B. Each students’ programming code and playable games was 
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accessed through the web-based interface available on AgentCubes Online. Analysis of the students’ 

programming code and games was completed using this interface. 

Analysis Methodology 
The purpose of analyzing the student designs was to test the hypothesis that the new 

scaffolding tool, AgentDesign, assisted the students in enacting the design practices missed in study 1. 

Two types of analysis were carried out on the data. (1) The students’ designs were analyzed for 

completion, if/when they enacted design practices that were skipped by groups in study 1, and the 

alignment of their CTP use with their descriptions of agent behavior. (2) The students’ programming 

code and games were also compared to the designs to check for alignment between the two. 

Student Designs 
The analysis of the students’ designs examined which design practices from Table 12 

(reproduced here) were met by the student.  

Reproduction of Table 12. AgentDesign Planning Tool Design Practices 
Design Topic Design Practice Details 
1. Initial Idea Recording the initial game idea. 
2. Agent Names Identifying and recording agent names from the project description. 
3. Agent States Naming different representations an agent will have. 
4. Agent Behavior Describing individual agent behavior. 
5. Identifying Interactions Identifying which agents will interact. 
6. Interaction Description Describing the interaction between two agents. 
7. CTP Association Associating CTPs to an interaction that has been described. 

 
A simple coding scheme was used to rate the completeness of each design practice for the 

students’ design summaries. The coding scheme is shown in Table 14. Please note that the number of 

sentences written for the Initial Idea was used to quantify the amount of writing each student did to 

initially describe her/his game. 
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Table 14. AgentDesign Design Practices Coding Scheme 
Design Practice Description of Codes 
1. Initial Idea # sentences - number of sentences used to describe the initial idea. 

non-descriptive - the initial idea was not descriptive. 
2. Agent Names yes - agents were identified. 

no - agents were not identified. 
3. Agent States default - no states were changed from default. 

some - less than half of the agents’ states were changed from default. 
most - more than half of the agents’ states were changed from default. 
all - all of the agents’ states were changed from default. 

4. Agent Behavior none - none of the agents had descriptions of their behavior. 
some - less than half of the agents had descriptions of their behavior. 
most - more than half of the agents had descriptions of their behavior. 
all - all of the agents had descriptions of their behavior. 

5. Identifying Interactions yes - interactions were identified. 
no - interactions were not identified. 

6. Interaction Description none - none of the interactions were given descriptions. 
some - less than half of the interactions were given descriptions. 
most - more than half of the interactions were given descriptions. 
all - all of the interactions were given descriptions. 

7. CTP Association yes - CTPs were associated to interactions. 
no - CTPs were not associated to interactions. 

 
After examining the completeness of each design, I refined my analysis by doing a count of the 

categories shown in Table 15 for each. This process was carried out on paper printouts of the design 

summaries taken from the AgentDesign planning tool. I decided whether or not a design was missing an 

interaction or CTP based solely on the students’ project descriptions, descriptions of agent behavior, or 

descriptions of interactions. My primary interest for pursuing this refined analysis was to see how often 

the students were able to identify interactions between agents that they had described in their design, 

and then how often they successfully associated the identified interactions to the correct CTPs. 

For these counting categories I focused on three overall groups of counts: agents, interactions, 

and CTPs. These three groups were chosen to be more closely examined because they required the 

students to interact with AgentDesign based on what they had written. For example, agents would need 
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to be identified after being described in the game description. Interactions would also need to be 

identified after being described in an agent’s behavior, and CTPs would need to be identified from 

behavior or interaction descriptions. 

In Table 15, the term “correct,” (such as “interactions correct”) indicates an alignment between 

a student’s descriptions, written in their own words, and the interactions that were identified by that 

student using AgentDesign. Similarly, interactions or CTPs were counted as “needed,” if I believed a 

student did not identify an interaction or use a CTP that was clearly described in the game description or 

agent behavior. 

Table 15. Counting Categories for Student Design Summaries 
 Category Description  

A
G

EN
TS

 

# agents named in 
description 

The number of possible agents (nouns) named in the description. 

# agents named 
outside description 

The number of agents named outside of the description, such as in 
other agent’s behavior descriptions. 

# identified agents not 
named anywhere 

The number of agents identified in AgentDesign, but NOT named in 
the description or elsewhere. 

# identified agents 
named anywhere 

The number of agents identified from the description in AgentDesign. 

# non-identified 
agents 

The number of agents named in the description or elsewhere, but not 
identified in AgentDesign. 

IN
TE

RA
CT

IO
N

S 

# interactions correct The number of interactions correctly selected based on the description 
or agent behavior. 

# interactions needed The number of interactions perceived by me as needed based on the 
description or agent behavior. 

# interactions unclear The number of interactions that were selected but were not described 
in either the description or agent behavior. 

CT
PS

 

# CTPs correct The number of CTPs correctly selected based on the description, agent 
behavior, or interaction descriptions. 
NOTE: In the event where the CTP used was “user control,” but the 
USER agent was not selected, the CTP selection was counted as correct 
if the agent being controlled was correctly identified. In these cases, 
the interaction would have been coded as “unclear.” 

# CTPs not correct The number of CTPs incorrectly selected based on the description, 
agent behavior, or interaction descriptions. 
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# CTPs needed The number of CTPs perceived by me as needed based on the 
description, agent behavior, or interaction descriptions. 

# CTPs unclear The number of CTPs selected but not described in the description, 
agent behavior, or interaction descriptions. For this case, it would be 
unclear as to why the student chose the CTP. 

 
Below is a sample of the raw coding that was carried out using these counting categories for the 

interactions group. Notice that in the second row Amelia correctly identified six interactions in her 

design but also needed to identify three other interactions based on what she wrote in her game 

description or descriptions of behavior. She also did not identify any additional interactions that were 

unclear based on what she wrote. 

Table 16. Sample of Raw Interaction Counting Categories of Students’ Design Summaries 
Name # interactions correct # interactions needed # interactions unclear 

Alisha 2 0 0 
Amelia 6 3 0 
Carl** 0 unknown 0 
Clint 5 0 0 
Paul 2 1 1 
Adam 5 2 0 

 
The purpose of breaking down the identification of agents into five different counting categories 

was to explore the effectiveness of the identification functionality in helping the students identify all of 

their agents. The counts kept track of how many agents were named in the game description, how many 

were named in the agent behavior descriptions, and how many named agents were identified using 

AgentDesign. The count of agents named in the behavior descriptions was kept to examine how often 

the students did not go back and modify their description as their design was developed. A count was 

also kept of which agents were not identified at all, regardless of where they were named (description 

or agent behavior), and which agents were not named anywhere but were still identified. 

Three different categories of counting were used for the interactions of each design. The 

intention of looking at these numbers was to understand how well the students carried out interaction 
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identification. I wanted to see how often correct interactions were identified, how often they missed 

identifying interactions and needed to add them, and how often they added interactions that were not 

previously described. All descriptions of the project and agent behavior were used to judge if any 

interactions were correct, needed, or unclear, which gave me an indication of how well AgentDesign 

was working. In some cases, the number of needed interactions was not something I could make a 

judgement about based on the lack of information elsewhere in the design. 

The four categories used to organize CTP identification and use were intended to show how 

often the students correctly associated descriptions of agent behavior or interactions to CTPs, how often 

they incorrectly associated a CTP to an interaction, how often they did not associate a needed CTP to an 

interaction, and how often it was unclear to me why a CTP was chosen. I relied only on the information 

written by the student to make these judgements. A coded sample of a design summary is available in 

Appendix A. 

Inter-rater Reliability of Correctness of Designs Coding 
Inter-rater reliability was carried out on the correctness coding scheme for a sample of five 

student design summaries. Overall, the outside coder and I were mostly in agreement on the number 

agents named and identified using the tool. However, there were a few exceptions in interpreting 

whether some of the named objects by students should have been different depictions of the same 

agent, or separate agents. In regards students correctly identifying and using interactions and CTPs, we 

were in nearly full agreement for four of the five summaries. For the fifth summary, we found 

disagreements due to our different interpretations of grouping named objects or keeping them as 

separate agents. A major set of disagreements between my coding and that of the outside rater was on 

the needed interactions and CTPs. The outside rater believed that there were many more needed 

interactions and CTPs than I found. This was appeared to be due to the rater inferring what the student 

may have intended, and not coding only from the students’ written descriptions. 
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Transfer of Designs to Games 
For each game, four categories were used to organize what was done in the games compared to 

the designs. The first category was a comparison of the agents that were named in the design and the 

agents that were created in AgentCubes Online, which gave an indication of how well the students 

followed their initial design. Next, the number of agents that were created, but not named in the design, 

was counted as a second category. The third category examined the alignment of CTP usage between 

the design and the resultant game. The final category listed any of the CTPs that the student used, 

regardless of whether or not that CTP was included in the design. 

Findings 
Student Designs 

The intervention for study 2, AgentDesign, helped the students get further through the design 

process than when they used the pencil-and-paper planning document in the first study (see Figure 

35). From study 1 I found that the students reached the point of discussing an interaction only once, and 

never got to the point of associating interactions to CTPs. With the introduction of the AgentDesign 

planning tool, many students identified interactions and then associated those interactions to CTPs. Of 

the 18 students that used AgentDesign to design a game, 11 of them reached the point of associating 

CTPs to interactions. 

 
Figure 35. Comparison of Design Practices for Studies 1 & 2 

AgentDesign supported the students through the design process better than the pencil-and-

paper planning document. From the figure above, none of the groups in study 1 identified interactions, 
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described the interactions, or associated those interactions to CTPs. In the second study, many of the 

students were able to accomplish these design practices and create more complete designs.  

Table 17 presents which design practices from Table 12 were completed within the AgentDesign 

planning tool for all students that designed a game in the second study. I should also mention that Earl 

created two different designs, and so he is in this table twice. 

Table 17. Student Design Practices using AgentDesign 

Name Initial Idea 
Agent  
Names 

Agent  
States 

Agent  
Behavior 

Identified  
Interactions 

Interaction  
Descriptions 

CTP  
Association 

Alisha 2 sentences yes defaults some yes all yes 

Alan 3 sentences yes defaults all yes all yes 

Amelia 6 sentences yes defaults most yes all yes 

Arthur 4 sentences yes defaults all yes none yes 

William non-descriptive yes defaults all yes none yes 

Gary 4 sentences yes defaults all yes none yes 

Carl 9 sentences yes defaults none no none no 

Clint 6 sentences yes defaults all yes all yes 

Earl 4 sentences yes defaults all yes none no 

Earl (2) 3 sentences yes defaults some no none no 

Gill 3 sentences yes defaults all no none no 

Ken non-descriptive yes all all yes some yes 

Mary 4 sentences yes defaults none no none no 

Paul 6 sentences yes most most yes all yes 

Adam 6 sentences yes defaults most yes all yes 

Sonya 3 sentences yes defaults none no none no 

Sally 4 sentences yes defaults all no none no 

Sarah 1 sentence no defaults none no none no 

Jorge 5 sentences yes defaults some yes all yes 
 

Looking closer at how robust the students’ designs were I used a counting coding scheme (Table 

15) to examine how correct each student’s design was, and what they may have missed or used 

incorrectly, based on the descriptions they wrote in AgentDesign. A table of these overall counts is 

shown below. 

 

 



www.manaraa.com

 

115 
 
 

Table 18. Correctness of all Students' Designs using AgentDesign 
Category Count 
# agents named in description 92 
# agents named outside description 5 
# identified agents not named anywhere 24 
# identified agents named anywhere 71 
# non-identified agents 26 
# interactions correct 30 
# interactions needed 34** 
# interactions unclear 15 
# CTPs correct 25** 
# CTPs not correct 0** 
# CTPs needed 35** 
# CTPs unclear 18** 

** Value may be larger due to the lack of information provided in the students’ descriptions. 

Identifying Agents 
In both study 1 and 2, the students were able to identify and record most of the agents that they 

wanted in their games during the design process. Looking at the data for study 2 I found that the 

students identified most of the agents (71 of 92) they had named in their project descriptions, 

descriptions of agent behavior, or descriptions of interactions. Some reasons for the missing 

identifications may have been that the students made a mistake and did not identify them or they chose 

to not identify those agents since they only played a story role or were not important for the game 

functionality. Figure 36 shows the breakdown of the number of times that students identified agents 

that were named (71), didn’t identify named agents (26), or identified agents that weren’t named in any 

description (24). I should note that 16 of the 24 agents that were identified, but not named, were from 

one student’s design in which he wrote very little in his game description or in the agent behavior 

descriptions. 
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Figure 36. Counts of Identified and Non-Identified Agents in AgentDesign Summaries for All Students 

Figure 36 provides a representation of the number of identified agents that were named in 

AgentDesign, identified agents that were not named, and agents that weren’t identified using 

AgentDesign’s functionality but were named somewhere for all students. This figure shows that when 

students named an agent in their game description or descriptions of agent behavior, most of the 

students used the tool to identify those agents so that the design could be further refined. In study 1, 

students were also able to identify agents, but the explicit link between the written descriptions and 

identifying agents was not present in the pencil-and-paper planning document. 

Counts for individual students are shown in Figure 37 and Table 19. It is important to note that 

the number of identified agents that were not mentioned in the students’ designs was 24, but that 

number is skewed by data from one student. William identified 16 agents without naming them 

anywhere in his design, so for the other 17 students there were only 8 instances of an agent being 

identified in AgentDesign that was not named somewhere in the descriptions. 
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Figure 37. Students’ Identification of Agents using AgentDesign 

Table 19 provides the same information as Figure 37, only in table form. Also shown in the 

figure and table is that most of the students were able to identify at least some of the agents that were 

described. Many of the students identified most of the agents they named in descriptions, and only 

three students (William, Gary, and Sarah) did not identify any agents that were named in their designs. 

Table 19. Individual Counts of the Students Identification of Agents using AgentDesign 

Name 

# ID'd agents 
named 

ANYWHERE 

# ID'd but 
not NAMED 

# non-ID'd 
agents 

Alisha 2 0 1 
Alan 1 0 1 
Amelia 8 0 1 
Arthur 1 0 2 
William 0 16 0 
Gary 0 1 4 
Carl 9 0 0 
Clint 5 1 1 
Earl 3 0 0 
Earl (2) 5 0 1 
Gill 2 2 1 
Ken 4 0 1 
Mary 10 0 0 
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Paul 4 0 4 
Adam 7 1 0 
Sonya 2 0 1 
Sally 6 1 3 
Sarah 0 0 4 
Jorge 2 2 1 
Totals 71 24 26 

 
Interactions 

As shown in Figure 35, in study 1 only one group discussed interactions between agents, and no 

groups recorded interactions between agents. In contrast, 12 of the 18 students using AgentDesign in 

study 2 identified interactions, and 8 of those 12 described the interactions using the tool. Looking at 

the individual students’ designs from AgentDesign showed that thirty of the interactions identified by 

the students were correctly aligned with descriptions that the students wrote using AgentDesign. 

However, from my analysis I also found that at least 34 interactions were needed, based on what the 

students wrote in the project descriptions or descriptions of agent behavior, but were not identified. I 

would also like to point out that the number of needed interactions may be higher, as indicated by the 

(**) in Table 18 since I could not determine if the students’ descriptions were just incomplete or they 

made an incorrect interaction identification. 

 
Figure 38. Counts of Alignment between Interactions and Descriptions in AgentDesign Summaries 
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Figure 38 provides a representation of the number of correctly identified interactions, needed 

interactions, and unclear identified interactions based on the students’ descriptions. The figure shows 

that 30 interactions were explicitly identified using AgentDesign among 18 students, compared to 0 

identified interactions among the 4 groups (13 students) in study 1. 

As just mentioned, some of the designs did not have enough information for me to clearly 

assess what interactions were needed, so I could not provide a valid number for those designs. The 

students that did not have alignment between their descriptions and identified interactions are 

indicated by the (**) in Figure 39 and Table 20. On the other end of the spectrum, there were also 3 

outlying students (Alisha, Clint, & Ken) who correctly identified all of the necessary interactions for their 

design and I could find no reason that they would need other interactions, however Amelia and Ken did 

select other interactions that were not described anywhere in their designs. The figure shows that a 

subset of students were successful in correctly identifying some interactions, indicated by the arrows, 

and most students identified interactions, although not all of them were correct. 

 
Figure 39. Students' Interaction Correctness using AgentDesign 

Table 20 provides the same information as Figure 39, only in table form. 



www.manaraa.com

 

120 
 
 

Table 20. Individual Counts of each Student’s Correct Identification of Interactions using AgentDesign 
Name # interactions correct # interactions needed # interactions unclear 
Alisha 2 0 0 
Alan 0 2 1 

Amelia 6 3 0 
Arthur 0 3 1 
William 1 6 6 

Gary 0 3 1 
Carl** 0 unknown 0 
Clint 5 0 0 
Earl 4 2 0 

Earl (2) 0 5 0 
Gill 0 2 4 
Ken 4 0 1 

Mary** 0 unknown 0 
Paul 2 1 1 

Adam 5 2 0 
Sonya 0 2 0 
Sally** 0 unknown 0 
Sarah 0 3 0 

Jorge** 1 unknown 0 
Totals 30 34 15 

 
CTPs 

A goal of the Game activity was for the students to learn about CTPs, and in study 1 the students 

never reached a point during the design process where they accessed the CTP information. Using 

AgentDesign, 11 of the 18 students did access the CTP information and incorporated them into their 

designs. Table 18 and the figure below show that 25 CTPs that the students used in their designs aligned 

with interactions that the students had previously identified and described. However, I also found that 

there were many CTPs (35) that the students did not associate to interactions, but would need for a 

complete design. 
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Figure 40. Counts of CTP Alignment with Descriptions in AgentDesign Summaries 

Figure 40 provides the counts across all students of the correctly used CTPs, incorrectly used 

CTPs, needed CTPs based on student descriptions, and the CTPs that were unclear to me why they were 

used by the students. Similar to what was discussed for the use of the tool to identify interactions, the 

students correctly associated 25 CTPs to interactions for their designs, as opposed to 0 CTPs being 

correctly used in study 1. 

Individual student use of CTPs is shown in Figure 41. Most of the students were able to correctly 

incorporate CTPs into their designs using AgentDesign, however, all but one student needed additional 

CTPs based on what they wrote in their descriptions. For some of the designs it was unclear as to what 

CTPs would be needed, so I was unable to make a judgement on that value for certain students. These 

students are indicated by the (**) in Figure 41. Also, two students, Gill and Paul, used CTPs in their 

designs that I could not understand why they were chosen. These were the only two students that had 

unclear CTP usage. 
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Figure 41. Students' CTP Alignment with Interactions and Descriptions using AgentDesign 

Table 21 provides the same information as Figure 41, only in table form. The figure shows that, 

of the students that identified interactions, most of them correctly associated at least one CTP to an 

interaction, and several students correctly used CTPs (indicated by the arrows). 

Table 21. Individual Counts of the Students Correct Use of CTPs using AgentDesign 
Name # CTPs correct # CTPs not correct #CTPs needed # CTPs unclear 
Alisha 2 0 0 0 
Alan 1 0 1 0 

Amelia 6 0 5 0 
Arthur 1 0 2 0 
William 1 0 6 0 

Gary 1 0 2 0 
Carl 0 0 unknown 0 
Clint 5 0 0 0 
Earl 0 0 6 0 

Earl (2) 0 0 5 0 
Gill 1 0 1 1 
Ken unknown unknown unknown unknown 

Mary 0 0 unknown 0 
Paul unknown unknown unknown lots 

Adam 6 0 2 0 
Sonya 0 0 2 0 
Sally 0 0 unknown 0 
Sarah 0 0 3 0 
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Jorge 1 0 unknown 0 
Totals 25 0 35 1 

 
Transfer of Designs to Games 

Table 22 shows that not all of the students that designed a game went on to create it. And those 

students that did choose to create a game minimally used CTPs, even if they identified the CTPs using 

AgentDesign and had access to sample code. The only CTP used by students was “User Control,” which 

would have made an agent do something when a key is pressed. In many cases, the agents created in 

the game did not correspond to the list of agents from the design. Only one student, Amelia, created all 

of her identified agents from her design in the programming environment. Amelia was also one of the 

few students to not create new agents that were not discussed in the design. Most other students 

created other agents that were not the agents they had already identified using AgentDesign. 

Table 22. Transfer of the Students’ Design to the Programming Environment 

Name Game Name Game? 
Agent 

Match? 
Other 

Agents? 
CTPs 

Match? CTPs used 
Alisha Pet shop YES 0/2 6 1/2 user control 
Alan flappy bird YES 1/1 0 0/1 none 
Amelia the crown rescue YES 8/8 0 1/6 user control 
Arthur  NO     

William looney people YES 2/16 0 0/1 none 
Gary  NO     

Carl broncobowling YES 4/9 5 0/0 user control 
Clint underwaterbadguys YES 0/5 8 1/5 user control 
Earl Mine Crab YES 0/3 4 0/0 none 
Earl (2)  NO     

Gill  NO     

Ken awsomness YES 3/4 4 0/8 none 
Mary  NO     

Paul you can run but you can't hide YES 3/4 5 1/17 user control 
Adam zombie spider YES 1/8 1 0/6 none 
Sonya  NO     

Sally girlcraft YES 4/7 4 0/0 none 
Sarah  NO     

Jorge hrebrian123 YES 1/4 0 0/0 none 
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CTP Use and Conflicting Concepts/Principles 

Another interesting finding was a phenomenon where students’ use of CTPs were reasonable in 

an everyday language sense, but not in a programming sense. The students that exhibited this 

phenomenon seemed to choose CTPs based on how the CTP name fit the interaction descriptions and 

did not consider if those CTPs were the best programmatic fit for their design. This is discussed further 

in this section. 

Within the data, there were 4 students that did not select the CTPs that best fit their 

descriptions of agent behavior or interactions. However, I was not comfortable saying that their choices 

were incorrect, although they would not have worked out well for the students when programming. In 

the following sections 4 cases are discussed in which students did not select the “most correct,” CTP and 

appeared to be guided by their own understandings of how the interactions they described would occur 

in the real-world as well as their own understanding of the CTP terms. 

Alisha 
Alisha wanted to make a game called “Pet Store,” where the player had to go around and catch 

escaped pets. Her game description is below. 

“There's a pet store, and all the pets have escaped. The main character 
has to run around and collect all the pets in 10 minutes.” 

The interaction that stands out as confusing a real-world action with the CTP term is how the 

main character carries out the act of catching the pets. She described this interaction as “[main 

character] will catch the pets,” and the CTP she chose was the transport CTP. Transport was defined in 

AgentDesign as, “the transport pattern occurs when one agent (AGENT-X) carries another agent 

(AGENT-Y).  Transport will also incorporate a move, so it will move and carry whatever is above it on the 

worksheet.” The more correct CTP she should have used was absorb, which would have made each pet 

disappear as her main character got next to one. Using the transport CTP, her game would have had all 
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of the caught pets being stacked on top of her main character agent and moving with that agent. Her 

choice just doesn’t make sense from a programming perspective. However, from a real-world 

perspective, when a person catches an animal from the pet store of course they are going to carry it 

back, or transport it. 

Alisha’s use of the transport CTP was not correct in my view. But I also don’t think it was wrong. 

Her own experiences and understanding of the act of catching pets and the term transport likely 

influenced her choice and probably made complete sense to her. 

Amelia 
Amelia’s game focused on a princess needing to get to her crown. The description of her game, as she 
wrote it, is below. 

“princess she is looking for her crown. As she is looking for her crown she 
is collecting flowers andbracelets. you win when you find the crown.You 
lose when the witch find you.If you find the fairy she will help you get to 
the crown.she need to pass through the dark forest to get to her crown in 
thetallest tower.” 

For her game, Amelia had written an interaction description between her princess and witch 

agents as, “they fight.” From that description it is unclear what exactly she wanted to happen in the 

game and what CTP would have been appropriate. The CTP that she chose to associate with that 

interaction was the push CTP. The push CTP is generally used when one agent needs to move a different, 

stationary, agent and was defined in AgentDesign as, “this CTP occurs when an agent wants to be able to 

move around certain other agents through the act of pushing them.” Because the push CTP did not 

seem to fit, I initially marked this association as incorrect, but upon going through the data again I 

realized that “pushing,” is a typical act of fighting. It appeared as though Amelia was using her 

understanding of, and experiences with, the concept of fighting to influence her decision of which CTP 

to use. Pushing does occur in fighting, and from the list of CTPs, it would make the most sense. 
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I do not think the push CTP would have worked for Amelia for her game. The more correct CTP 

would have been collision, but with a name (push) that fits a real-world activity like fighting I do 

understand why she would have chosen it. 

Ken 
Ken’s game was an outlier because all he did was name his four main agents in the description 

area. So it was unclear at first what he wanted his game to be. His game description is shown below. 

“savior,civilian,weapons,giant monsters.” 

While Ken didn’t provide much information in his game description for me to use for an analysis 

of correctness, it was clear that Ken wanted the savior to use the weapons to save the civilians from the 

monsters. The interaction, and corresponding CTP use, that was interesting was between the savior and 

the weapons. Using AgentDesign, he chose three CTPs to be associated with this interaction that would 

conflict if they were all programmed into a game, and yet none of them are necessarily wrong. The three 

CTPs he chose were transport, absorb, and push. In the real-world sense fighting a monster with a 

weapon would mean that the weapon would be transported, because it would have to be carried. In 

another sense, I could also think of the weapon as being pushed as I moved it around. And finally, in a 

game sense, I could pick up the weapon and it would disappear, this is a common phenomenon in most 

games. For these three CTPs, only one could work at a time within a game. An agent can’t be 

transported and be pushed and be absorbed, and the same is true for the other two CTPs. My hunch is 

that Ken chose all of the CTPs that worked for his explanation without taking into account the context 

(game, and not real-life), or how the three would operate together. His understanding of the terms 

transport, absorb, and push, and the associated activity with the three, were in conflict with how they 

are defined as CTPs and function within a game.  

Paul 
Paul’s game focused on a main character, Mark, teaming up with a group called the Blackeyes to 

fight off assassins. His game description is below. 



www.manaraa.com

 

127 
 
 

“Everything is quite in the city, New York City, but then an army attacks. 
everyone starts running. So the army tries to attack the people, but the 
people try to fight for their lives. There are other people in the city, the 
Blackeyes, minding their own business, but then they join Mark and fight 
the Assassins. At least 2 people need to survive on one side in order to 
win. To lose, the whole team dies.” 

Looking at his design there were many interesting uses of CTPs. Like Ken, Paul seemed to 

associate interactions between agents to all of the CTPs that would work in both a real-world and game 

context. The interesting CTPs that he chose to associate with the interaction between his primary agent, 

Mark, and the agents chasing Mark, the assassins, included push, tracking, pull, and perceive-act. He 

described this interaction as, “mark will run away from the Assassins.Mark will attack the Assassins at 

the same time too.” Like Amelia, I suspect that he used the push CTP to represent fighting, especially 

since he did not use the collision CTP for this interaction. The tracking and pull CTPs could represent the 

assassins chasing mark, where tracking is a real-world concept, and pull is more of a game concept. The 

most surprising CTP used was the perceive-act CTP, which was defined in AgentDesign as, “this CTP uses 

information that an agent knows about itself and the agents around it to make a decision on what it 

should do.  It basically looks at itself or around it, and depending on the state (depiction) or values that it 

finds, the agent will change itself or stay the same.” The term “perceive-act,” fit his story, but the CTP 

would not have been as useful as other CTPs to create functionality of the game he wanted. 

Like the other students, Paul chose CTPs that would have had a conflicted meanings from what 

he knew of those terms and how they were defined in AgentDesign. I can completely understand his use 

of push for fighting, and perceive-act for how his agent would behave while being chased. 

Unfortunately, this conflict made his design more complicated and less useful than it could have been. 

From the data there was an observable improvement of students enacting the intended design 

practices when using the AgentDesign planning tool, particularly for identifying interactions and using 

CTPs. In study 1, the students did not record any interactions and never accessed CTPs. In the follow-up 
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study, the students were able to successfully identify interactions, describe those interactions, and then 

correctly associate those interactions to CTPs. In most of the cases, the students did not correctly 

incorporate all of the interactions or CTPs that they would have needed (based on the descriptions that 

each student wrote), but given the results of study 1 any use of CTPs is a step forward. Possible 

improvements for the Game activity process and AgentDesign planning tool are discussed in the 

following section. 

Study 2 Closing 
There is still a lot of work that could be done in both exploring how best to expose students to 

design, but also how to get elementary students involved in computer science. The findings from study 2 

show that students still had difficulty creating the games that they initially wanted to make. However, 

unlike study 1, the students in study 2 were able to access the CS principles and enact design practices 

that were skipped over in study 1. The following discussion section comments on the successes and 

issues that students had and how I may move forward with this work and improve AgentDesign or the 

activity. 
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Discussion 

There are four points of discussion that I would like to pursue in this section. 

1. AgentDesign supported the students through the design process better than the pencil-and-

paper planning document used in study 1. 

2. For both studies, neither approach fully supported the students’ transition from designing a 

game to creating it in a programming environment. 

3. The scaffolding tool I have developed so far can be improved upon for a setting such as EPM, 

but also for everyday classroom use. 

4. Some of the issues I encountered stemmed from the informal nature of the learning 

environment, so it is likely that what I was hoping to accomplish simply isn’t possible without 

making the environment more formal. 

5. More research needs to be done in CS education to develop useful approaches to teaching 

elementary students the discipline, as well as preparing elementary teachers to take part in the 

process. 

Transfer from Design to Programming Environment 
Unfortunately, neither study observed students successfully create their designs in a 

programming environment. The students in study 1 needed a lot of support from me to create their 

games after going through the design process, primarily due the fact that they did not complete the 

design process. The reproduction of Figure 21, shown here, emphasizes the focus of the intervention of 

study 2 being on supporting students in identifying agent behavior, interactions and CTPs. 
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Reproduction of Figure 21. Areas needing improved scaffolding for the Game activity 

In study 2 the students didn’t make the games they designed, if they made a game at all. Figure 

42 highlights the area of the game activity that will be the focus of future work. 

 
Figure 42. Areas needing improved scaffolding after study 2 

In the following sections I provide some explanations as to why I think students were not 

successful in creating their games, or even starting to make a game to begin with. 

One possibility that could have made moving from the design to creating a game problematic 

for students was in the support mediating the transfer. The design summary may not have been 

structured in a way that was helpful to the students to move from the AgentDesign planning tool to the 

programming environment (AgentCubes Online). There could have been too much, or even too little, 

information available to the students when they moved to the programming environment.  Another 

possibility is that the programming environment, AgentCubes Online, was not as easy to access for 
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elementary students as I had expected. The short video I had provided on iRemix as an introduction may 

not have been enough, and the students may not have been comfortable asking for help when needed, 

or even understood that using AgentCubes Online was the next step. 

Another explanation is that the students got bored with the activity or were distracted by the 

games available on the Scalable Game Design Arcade or elsewhere at EPM. I was positioned next to the 

Minecraft station, and many of the students that participated in the Game activity went back and forth 

between the two stations. Similarly, many students got distracted playing games in the Scalable Game 

Design Arcade, and so never moved on to creating their own games. 

A final explanation is that the informal learning setting established at EPM, especially during 

study 2, was simply too free for the students to successfully complete the Game activity. Informal 

learning settings can be great in many ways, for example, I was able to leverage the students’ ideas to 

have them design and create their own games. However, by their nature, informal learning settings are 

difficult to implement certain types of structured support. For study 2, students were not only learning 

about design, and how to work with the AgentDesign planning tool, but were also learning how to 

program. It is apparent that some type of support was missing, but it is worth mentioning that the 

needed support may not have been feasibly implemented in EPM at that time.  

Unlike study 1, the students in study 2 did not seem as invested in making their games work and 

just stopped at a certain point. Some stopped after finishing the design, some after making some agents, 

and some after getting an agent to move. In a follow-up study I will need to more closely examine the 

reasons for students abandoning the game-making process. 

Implications for CS and Informal Learning 
The benefits that were being afforded through the informal learning setup of EPM also had a 

cost in that there was simply no easy way to step students through an introduction to AgentCubes 

Online without making the activity much more like “school,” and therefore, formal. Would students 
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have been more successful in making a game, and still felt ownership and pride, if someone made them 

finish it? In study 1, the undergraduates were more likely to play the role of someone making the 

students finish, and they did finish many games in that study. But through the undergraduates playing 

that role a hierarchy was created that was counter to the setup that EPM intended. I do think that the 

students needed more support, but they also needed a type of structure that does not fit an informal 

learning environment. 

A purpose of this study was to see if elementary students could design and make a game on 

their own using AgentDesign and AgentCubes, and I am not as sure as I used to be about that possibility. 

There were just too many new things for the students to learn, and too may institutionalized 

distractions in the learning environment, such as moving from station to station on a whim, for them to 

really be successful. And for the students to learn these new things, like working with AgentCubes, the 

activity would likely need to contain fewer distractions, be more structured, and provide limitations & 

scaffolding necessary to enhance the students’ success. It appears that in attempts to empower the 

students, the informal environment of EPM, as far as CS learning is concerned, does the opposite. 

Framing this shortfall in terms of Vygotsky’s zone of proximal development (ZPD), the activity certainly 

met the students at a place that they could participate, by using their own ideas to design a game, but 

the informal structure didn’t encourage the students to reach the upper limit of the ZPD even though 

there were many supports in places (CS experts, videos, etc.). The amount of support that the students 

needed didn’t fit an informal learning environment paradigm. In order to support the process and 

expectation that students create a game in AgentCubes online, I feel that much more structure needed 

to have been in place. This structure would have removed aspects of the informal learning environment 

that EPM sought to establish during study 2. 

These two studies demonstrate the potential value of structure toward student empowerment 

and expectations and the trade-offs that occur for learning environments that may be more or less 



www.manaraa.com

 

133 
 
 

formal. The informal nature of EPM encouraged the students to play, and have a low entry point for 

accessing the activity, but it also allowed for free movement to another activity if making a game got to 

hard or was not interesting anymore, or simply if another activity looked more fun (like playing 

minecraft). Making the activity more structured in future studies may take away from the informal 

nature of the current environment at EPM, but they may be necessary for supporting elementary 

students learning of CS, design, and game structure. 

Implications for the “Make Your Own Game” Activity 
As I mentioned earlier, the students did not successfully create their games from the designs 

that they developed in study 2. A possible solution to this issue would be to expedite or simplify the 

process of the “Make Your Own Game” activity. Essentially, the students need to get to the fun stuff and 

create their final product quicker. Some options to accomplish this goal include: 

 shortening the design process, or reduce the number of steps, 

 making the creation/programming process simpler and/or shorter, 

 building in more opportunities to see the relationship between the design and programming. 

Limiting the number agents allowed within the design will force students to create smaller 

games. This, in turn, will get the students through the design process quicker, as well as make the 

programming process less complex. While this option does shorten the design time by adjusting the 

activity, another possibility is to examine how AgentDesign may be modified to make the design process 

more compact. Currently, students start from a project description, name agents, describe agent 

behavior, identify interactions, describe interactions, and then link interactions to CTPs. It could be 

possible to combine some of these steps within the web tool, and that may alter how much time 

students need to complete the design process and start creating their game. A third option is to only 

allow students to design for one aspect of a game. Essentially, the students’ would “modify”, as in “use-
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modify-create” (Lee et al., 2011), a part of a previously developed game design and then create the 

entire game using information already entered in the design.  

Outside of modifying the design aspect of the activity, there are other possibilities to make the 

design to programming process simpler or more streamlined. One possibility is to have AgentDesign 

generate a project file for students to download and use as a template within the programming 

environment. For example, AgentDesign could create a programming project file that would include all 

of the agents created within the design (but with only a default representation) as well each agents’ 

behavior descriptions written in the comment sections. Providing students this opportunity would allow 

them to immediately start programming each agent’s behavior. This option also would allow the 

students to see the connection between components of their design and the game they would be 

creating. 

A final option is to address the disconnectedness between the design and programming 

environment. In the current activity, there is a physical disconnect between the design and the 

programming environment because the design either needs to be printed out or be on a separate 

window. Directly inserting components of the students’ designs into a project file is one option for 

improving the understanding of the relationship between the design process and the creation process. 

However, another option is to set up AgentDesign in a way that AgentCubes Online could be shown as a 

panel within the web tool. This way, students would be able to go through step-by-step and see their 

design and resultant code side-by-side. Allowing students to observe the relationship between the 

design and the programming code will not only help build understanding of CTPs and design, but will 

also make the transition between the two much easier. 

There are many options for expediting and simplifying the transition from students designing to 

creating their games in a programming environment. All of these will be taken into account in future 

iterations of the study. 
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Implications for Programming Environments 
The two studies carried out for this dissertation utilized two different programming 

environments, which students used to create their games. These were AgentSheets, a 2D environment, 

and AgentCubes Online, a 3D environment. In regards to the students’ ability to work within a 2D or 3D 

environment, I don’t think there were any issues or advantages. In some sense the students may have 

felt that the 3D environment was cooler, but they were also very creative when working within the 2D 

environment in study 1.  

The differences in students’ abilities to work with either programming environment stemmed 

from the interfaces of each environment, and not so much the dimensional affordances or restrictions. 

For example, AgentSheets had an interface where almost all of the windows of the programming 

environment could be moved around or minimized. In contrast, AgentCubes Online had almost 

everything visible at all times. With windows and important components of the environment able to be 

minimized, it was very easy for students to lose windows and get lost using AgentSheets. However, the 

interface in AgentCubes Online always showing most aspects of the programming environment created 

a very full screen with lots of options. This could have been overwhelming to the students. It will be 

important to consider how well students can use the interface, and not just understanding the 

programming or dimensional affordances, for future iterations of this study. 

Implications for the Design Scaffolding Tool 
In study 1, the students never accessed the CS principles of interactions and CTPs and did not 

complete the design process. In the follow-up study, which used a revised scaffolding tool called 

AgentDesign, many of students were able to access CS principles and incorporate interactions and CTPs 

into their designs. 

In many ways AgentDesign appears to have assisted the students in completing the design 

process, but not the game-making process. This section discusses aspects of AgentDesign that went well 

for the second study, ways it could be improved, and how it may be used in a classroom setting. 
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Successes 
A success of the AgentDesign planning tool was that the students’ design practices were more 

closely aligned with the intentions of the activity than the practices they exhibited when using the 

pencil-and-paper planning document. Students in study 1 were engaged in the activity, but almost never 

reached a point where they would identify interactions during the design process, and none of the 

groups in study 1 made a connection between agent behavior and CTPs. In study 2, many of the 

students identified interactions and also connected their own descriptions of agent behavior and 

interactions to CTPs. Connecting the student ideas to CTPs was an important step for the students to 

reach because it assists student development of CS principles. Two influencing factors for why the 

students got further in the design process may have been that the guided structure that AgentDesign 

provided was designed to lead students completely through the process and that the students were not 

encouraged to do any drawing within the tool. 

From study 1 I learned that assisting students through this process would require that the tool 

be highly structured, but also that any new knowledge should be relatable to the students’ original 

ideas. Guided by theory on conceptual development and formative assessment I developed a tool that 

relied on student ideas and experiences to contextualize CTPs and video game structure. Utilizing 

prompts between refinement stages is likely what got so many more students through the design phase 

of the activity in study 2 than in study 1. 

Also from study 1 I learned that having a primary activity of the game design process be focused 

on drawing can distract the students from the overall goal. In study 1 the students were encouraged to 

draw out their agents and game boards within the pencil-and-paper planning document, and it was 

observed that these students spent a majority of their time focusing on the look of their games and not 

on what their agents would do in the game. By removing drawing as a requirement of the scaffolding 
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tool for study 2, the students actually reached the point of, and carried out, identifying interactions and 

linking those interactions to CTPs in the scaffolding tool. 

Missed Opportunities 
A continual missed opportunity that was present in both studies was providing clear, age 

appropriate language for the students. In study 1 the language was too open and did not provide 

enough clear direction for the students. In study 2, the language used in AgentDesign was likely at too 

high of a level for elementary students. In both cases, better clarity could have been provided to the 

students as they worked through the activity. 

An example of where this occurred in study 2 is the prompt for directing students to identify 

different shapes for their agents. The intention of the prompt was to get students to decide if they 

would need to have their agent look differently during the game and read, “If this agent will have 

different shapes during the game play, please name them. A default shape is already available here. You 

may also want to sketch them out so you have an idea of what you will want it to look like. Don't take 

too much time with sketching though.” Only two students actually named alternate shapes (Ken & Paul, 

Table 17), and so it is likely that the students had no idea what this prompt was asking them to do. 

Another example of unclear language is the fact that students chose CTPs that fit their planned 

out behavior from an everyday language perspective, but not from a programming language 

perspective, such as using the CTP “push,” to enact fighting within a game. The description of the 

“push,” CTP must have been unclear for the students (Paul & Amelia) to have used it to represent 

fighting between two agents. Another possibility is that the description wasn’t necessarily unclear, but 

the students may have felt that they just didn’t need to read the descriptions or that the description was 

too long for them to care about reading. For whatever reason, something about the CTP descriptions 

was just not working for some of the students and warrants some further research. 
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A third missed opportunity was providing a more organized, or straightforward, way for 

students to use their designs to create their games. The intention of the study 2 activity was for students 

to use the summary page from AgentDesign to guide them in creating their games, and the summary 

page is very text heavy and presents most of the information all at once. In retrospect, it may have been 

better to provide the needed design information in a way that students could step through on an agent-

by-agent basis, as they would have needed to do in the programming environment. It is possible that 

the students with the most detailed plans simply got overwhelmed by the length of and amount of 

information provided in their summary pages. 

Design Implications: Improving the Student Experience 
Given that there were, and always will be, things that the scaffolding tool could have done 

better, in this section I will outline my planned changes for the AgentDesign planning tool. First, I would 

like to make the relationships between the components of a student’s design more apparent on the 

summary page. Second, I would like to improve the wording that is used for the prompts so that they 

are clear and concise for an elementary student. Third, I would like to incorporate video and other 

graphics to improve the descriptions of individual CTPs. 

As I mentioned earlier, AgentDesign was very text heavy and sequential, which was a purposeful 

design choice. A consequence of that choice may have been that the design summary was difficult for 

the students to grasp, and the relationships between agents may have been lost when the students used 

only the summary page to assist them with making their game. Future iterations of AgentDesign should 

revise how the whole of the design is presented to students on the summary page. In its current form, 

interactions between two agents and the corresponding CTPs are displayed in the summary page 

separate from any individual agent’s description of behavior (see Figure 34). The intention of keeping all 

the CTP information in one place was to isolate the section of the design that offered sample code for 

the students, but I fear that it may have isolated the code to a point that it was no longer easily 
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understood in relation to the big picture that the student outlined in the game description and 

individual agents’ descriptions of behavior. 

Improved wording in prompts will also assist the students in better understanding what they 

need to do in the design process. The prompts I used likely made more sense to the undergraduates and 

CS Experts that were around than to the students. I would like to work with elementary literacy experts 

and elementary students to improve the language use of AgentDesign for any future use of the tool. 

An alternative to using written language is to incorporate more graphics into AgentDesign, such 

as was done by Basawapatna (2012) in his Simulation Creation Toolkit. Since AgentDesign is web-based, 

it is possible to incorporate images, GIFs, or video into the explanatory aspects of the tool. I believe that 

had I provided multiple sources, and types, of information into the CTP descriptions I would not have 

seen students selecting “push,” to represent fighting between two agents within a design. 

I believe that modifying the way that prompts, explanations, and design summaries were 

communicated within AgentDesign would have improved the students’ ability to successfully design 

their games. All of these proposed modifications are attainable given the web-based platform that 

AgentSheets was created in. 

Design Implications: Modifications for Classroom Use 
In addition to the modifications discussed above, an important consideration for future 

iterations of AgentDesign is how it may need to be altered to be best used in classrooms. A simple 

requirement would be that I would need to build in teacher accounts and the functionality to create and 

modify student accounts. But upon going through my own analysis of student data, there will also need 

to be a robust set of analysis tools added. 

The first analysis tool will need to be a counting of agents, agent behavior described, 

interactions, and CTPs that the students have utilized within their design. Teachers may ask students to 

design their own games, or they may ask them to use a standard game description. Regardless of the 
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choice, knowing which students are not identifying interactions and incorporating CTPs can be a 

powerful tool for classroom teachers. If a student has not identified any interactions, that can be an 

indicator that the student may need help in understanding game design. Or if a student has not 

incorporated any CTPs into her design, she may need some assistance in understanding what CTPs, and 

algorithms, are used for in computer science. 

A second analysis tool will need to allow teachers to move past the quantitative aspect of 

student designs and allow them to easily view the qualitative aspects. This may involve allowing each 

teacher to examine the design summaries for each student, but could also go as far as incorporating an 

automated assessment of needed agents and interactions based on language use. Giving teachers the 

opportunity to give students feedback about what agents they have identified or what CTPs they have 

chosen to use without having to look closely at every design can be extremely powerful within any 

classroom. 

A final tool that will be useful for teachers in a classroom setting is the ability to compare a 

game design to the resultant programming for individual students, such as was done in Table 22. Many 

agent-based game repository sites, such as the Scalable Game Design Arcade or Scratch may be open to 

allowing a third party site like AgentDesign to do a comparison of designs to games since design is not a 

feature that is currently incorporated in their repositories.  

Providing access to tools that analyze their students’ designs, and possibly games, that are 

similar to what I have done for the analysis of these studies will help teachers to better incorporate 

design into their CS activities. The modifications I have suggested in this section may not be necessarily 

easy to carry out, but I do believe they will assist in the learning of core CS disciplinary practices in 

everyday classrooms. 
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Preparing Computer Science Elementary Teachers 
I believe that elementary students are capable of working through an authentic CS activity of 

designing and creating their own games. From the data, I showed that the students were engaged in 

designing their own games, but seemed to have lost interest during the transition to creating the games. 

It may be that the setting and activity were too informal for the students to really be successful. If a 

more formal activity is to be used, one that is more like school, it is important to consider how to 

prepare teachers in formal school settings to be able to carry out an activity like this. So I would like to 

end this section by discussing how elementary teachers can be prepared to teach computer science in 

everyday classrooms. 

Preparing elementary teachers to incorporate CS into their future classrooms will need to be 

carried out in three ways. The first is that teachers will need to develop an understanding of what it is 

computer scientists DO. The second is that future teachers will need to develop their own content 

knowledge of the CS discipline. The third is that future teachers will need to develop pedagogical 

content knowledge of the CS discipline so that they can teach students in an appropriate manner. 

In many cases, future elementary teachers do not have as much experience or training as 

computer scientists. Additionally, there are stereotypes and stigmas for the types of people that become 

computer scientists. It is important that future teachers develop a realistic understanding of what 

computer scientists do, and that any student is capable of learning CS, so that they can then start to 

believe that their students can do those things as well. 

A significant disadvantage that the CS discipline has when asking teachers to incorporate CS into 

their classrooms is that the teachers generally have no prior history with the discipline. Unlike other 

STEM disciplines like math or science, any future elementary teacher will likely not have experienced CS 

at any point in their formal education career. Since future teachers will not have this experience with 

the CS discipline, they must be provided with experiences to develop the needed knowledge. 
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The most challenging aspect of preparing future elementary teachers to teach CS in their 

classrooms is to help them develop pedagogical content knowledge. This is challenging because I don’t 

believe that CS education has reached a point to have a cohesive understanding of what the best 

practices of teaching CS in an elementary classroom are. Some organizations will suggest that 

elementary students should not work with computers yet and only learn about logic and thinking 

through problems (http://csunplugged.org/), but others, including myself, would disagree that 

elementary students can’t handle more authentic experiences of CS. Although I do concede that I may 

have asked students to do too much for the studies presented here. More research needs to be pursued 

that can contribute to answering the question of what are the best ways of exposing elementary 

students to learning CS. 
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Appendix A 

Coded Samples of Student Design Summaries 
Game: Pet Store 
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Game: Floppy Bird 
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Appendix B 

The AgentCubes Online Programming Environment 
The AgentCubes Online programming environment (Repenning et al., 2014) is a web-based, 3-

dimensional environment that is based on AgentSheets (described earlier). Like AgentSheets, the 

AgentCubes Online programming environment has visual representations of agents, in this case 3-

dimensional shapes that enact programmed behavior within a virtual world, which is also 3-dimensional. 

Figure 43 shows what the programming environment looks like without any agents created or 

programmed. 

 
Figure 43. AgentCubes Online programming environment 
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Each component of the programming environment is elaborated on in the following sections, 

which include (1) Agents, (2) Behavior, (3) Conditions, (4) Actions, (5) Worlds, (6) Layers, and (7) 

Navigation. The example figures are below. 

Agents (Figure 43-1) 
Agents are created, deleted, and accessed through area 1 shown in 

Figure 43. Agents can be created using the “+Agent,” button at the bottom of 

Figure 43-1. Different shapes can also be added to a specific agent through the 

“+Shape,” button. Adding a shape is useful when an agent needs to have the 

same behavior, but a different visual representation during the gameplay. When 

an agent or shape is added, it shows up in a list within area 1. 

 

Behavior (Figure 43-2) 
Like AgentSheets, behavior is controlled using methods 

and rules. An agent’s behavior can be accessed by clicking on 

the agent in the Agents window (Figure 43-1), and then edited 

by dragging and dropping conditions and actions into the rules 

(Figure 43-2). Rules are evaluated from top to bottom and the 

first rule that is true is run while the following rules are skipped. 
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Conditions (Figure 43-3) 
See earlier AgentSheets description of conditions. 

 

Actions (Figure 43-4) 
See earlier AgentSheets description of actions. 
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Worlds (Figure 43-5) 
Worlds are the 3-dimensional environment in 

which the game is played. Agents can be placed in a 

layer in the world using the tools within the navigation 

toolbar (Figure 43-7). When the game is played, an 

agent’s programmed behavior is the only thing controlling what that agent will do within the world. 

 

Layers (Figure 43-6) 
Area 6 of the AgentCubes Online programming environment (Figure 43) provides the 

option to add multiple layers to the world. Many layers may be added for a world and the 

ability to modify the distance between those layers is also available. 
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Navigation (Figure 43-7) 
The navigation toolbar in area 7 of Figure 43 provides the ability to add and switch between 

worlds, save worlds, control the running of the game, place or remove agents, and modify the view of 

the world. 

 

 

i http://sgd.cs.colorado.edu/ 
ii http://csunplugged.org/ 
iii http://sgd.cs.colorado.edu/wiki/Category:Computational_Thinking_Patterns 
iv http://www.cde.state.co.us/cdereval/rv2011pmlinks.htm 
v http://remixlearning.com/ 
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